# **Authentication Using Laravel Sanctum (Token Based Authentication)**

## **Install necessary packages:**

composer require laravel/sanctum (if not already installed)

php artisan vendor:publish --provider="Laravel\Sanctum\SanctumServiceProvider"

php artisan migrate

## **Inside api.php**

<?php

use App\Http\Controllers\API\AuthController;

use Illuminate\Http\Request;

use Illuminate\Support\Facades\Route;

Route::post('/register', [AuthController::class, 'register']);

Route::post('/login', [AuthController::class, 'login']);

Route::post('/send-reset-password-email', [AuthController::class, 'sendPasswordResetLink']);

Route::post('/reset-password/{token}', [AuthController::class, 'resetPassword']);

Route::middleware(['auth:sanctum'])->group(function () {

    Route::post('/logout', [AuthController::class, 'logout']);

    Route::post('/change-password', [AuthController::class, 'changePassword']);

    Route::get('/user', [AuthController::class, 'user']);

});

## **Create API/AuthController:**

<?php

namespace App\Http\Controllers\API;

use App\Http\Controllers\Controller;

use App\Mail\PasswordResetMail;

use Illuminate\Http\Request;

use App\Models\User;

use Carbon\Carbon;

use Illuminate\Support\Facades\Hash;

use Illuminate\Support\Facades\Auth;

use Illuminate\Auth\Events\Registered;

use Illuminate\Support\Facades\Mail;

use Illuminate\Support\Facades\Password;

use Illuminate\Support\Str;

use Illuminate\Validation\ValidationException;

use Illuminate\Support\Facades\DB;

class AuthController extends Controller

{

    // Register

    public function register(Request $request)

    {

        try {

            $validatedData = $request->validate([

                'name' => 'required|string|max:255',

                'email' => 'required|string|email|max:255|unique:users',

                'password' => 'required|string|min:8|confirmed',

            ]);

            $user = User::create([

                'name' => $validatedData['name'],

                'email' => $validatedData['email'],

                'password' => Hash::make($validatedData['password']),

            ]);

            //verify email through email

            event(new Registered($user));

            $token = $user->createToken('auth\_token')->plainTextToken;

            return response()->json([

                'message' => 'User registered successfully. Please verify your email.',

                'access\_token' => $token,

                'token\_type' => 'Bearer',

            ], 201);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

            ], 422);

        }

    }

    // Login

    public function login(Request $request)

    {

        try {

            $validatedData = $request->validate([

                'email' => 'required|string|email',

                'password' => 'required|string',

            ]);

            $user = User::where('email', $validatedData['email'])->first();

            if (!$user || !Hash::check($validatedData['password'], $user->password)) {

                throw ValidationException::withMessages([

                    'email' => ['The provided credentials are incorrect.'],

                ]);

            }

            // verify email before email

            if (!$user->hasVerifiedEmail()) {

                return response()->json([

                    'message' => 'Please verify your email first'

                ], 403);

            }

            $token = $user->createToken('auth\_token')->plainTextToken;

            return response()->json([

                'access\_token' => $token,

                'token\_type' => 'Bearer',

                'user' => $user,

            ]);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

            ], 422);

        }

    }

    // Change Password

    public function changePassword(Request $request)

    {

        try {

            $validatedData = $request->validate([

                'current\_password' => 'required|string',

                'new\_password' => 'required|string|min:8|confirmed',

            ]);

            $user = Auth::user();

            if (!Hash::check($validatedData['current\_password'], $user->password)) {

                throw ValidationException::withMessages([

                    'current\_password' => ['Current password is incorrect'],

                ]);

            }

            $user->update([

                'password' => Hash::make($validatedData['new\_password'])

            ]);

            // Revoke all tokens

            $user->tokens()->delete();

            $token = $user->createToken('auth\_token')->plainTextToken;

            return response()->json([

                'message' => 'Password changed successfully',

                'access\_token' => $token,

                'token\_type' => 'Bearer',

            ]);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

            ], 422);

        }

    }

    // Logout

    public function logout(Request $request)

    {

        $request->user()->currentAccessToken()->delete();

        return response()->json([

            'message' => 'Logged out successfully'

        ]);

    }

    // Send Password Reset Link

    public function sendPasswordResetLink(Request $request)

    {

        try {

            // Validate the request

            $request->validate([

                'email' => 'required|email|exists:users,email',

            ]);

            $email = $request->email;

            // Generate a secure token

            $token = Str::random(60);

            // Save token to password\_resets table

            DB::table('password\_reset\_tokens')->updateOrInsert(

                ['email' => $email],

                [

                    'email' => $email,

                    'token' => $token, // Store raw token, not hashed

                    'created\_at' => now(),

                ]

            );

            // Send the email using a Mailable class

            Mail::to($email)->send(new PasswordResetMail($token, $email));

            return response()->json([

                'message' => 'Password reset link sent to your email',

                'status' => 'success',

            ], 200);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

                'status' => 'failed',

            ], 422);

        } catch (\Exception $e) {

            return response()->json([

                'message' => 'Failed to send password reset link',

                'error' => $e->getMessage(), // In production, you might want to hide detailed errors

                'status' => 'failed',

            ], 500);

        }

    }

    // Reset Password

    public function resetPassword(Request $request, $token)

    {

        try {

            // Clean up expired tokens (2 minutes expiration)

            DB::table('password\_reset\_tokens')

                ->where('created\_at', '<=', Carbon::now()->subMinutes(2))

                ->delete();

            // Validate the request

            $request->validate([

                'password' => 'required|confirmed|min:8', // Added min length for security

            ]);

            // Find the reset token

            $passwordReset = DB::table('password\_reset\_tokens')

                ->where('token', $token)

                ->first();

            if (!$passwordReset) {

                return response()->json([

                    'message' => 'Token is invalid or expired',

                    'status' => 'failed'

                ], 404);

            }

            // Update user's password

            $user = User::where('email', $passwordReset->email)->first();

            if (!$user) {

                return response()->json([

                    'message' => 'User not found',

                    'status' => 'failed'

                ], 404);

            }

            $user->password = Hash::make($request->password);

            $user->save();

            // Delete the used token

            DB::table('password\_reset\_tokens')

                ->where('email', $user->email)

                ->delete();

            return response()->json([

                'message' => 'Password reset successfully',

                'status' => 'success'

            ], 200);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

                'status' => 'failed'

            ], 422);

        } catch (\Exception $e) {

            return response()->json([

                'message' => 'Failed to reset password',

                'status' => 'failed'

            ], 500);

        }

    }

    // Get authenticated user

    public function user(Request $request)

    {

        return response()->json($request->user());

    }

}

## **Php artisan make:mail PasswordResetMail**

<?php

namespace App\Mail;

use Illuminate\Bus\Queueable;

use Illuminate\Mail\Mailable;

use Illuminate\Queue\SerializesModels;

class PasswordResetMail extends Mailable

{

    use Queueable, SerializesModels;

    public $token;

    public $email;

    /\*\*

     \* Create a new message instance.

     \*

     \* @param string $token

     \* @param string $email

     \* @return void

     \*/

    public function \_\_construct($token, $email)

    {

        $this->token = $token;

        $this->email = $email;

    }

    /\*\*

     \* Build the message.

     \*

     \* @return $this

     \*/

    public function build()

    {

        $frontendUrl = env('FRONTEND\_URL', 'http://localhost:3000'); // Fallback to localhost:3000 if not set

        return $this->subject('Reset Your Password')

            ->view('emails.reset')

            ->with([

                'token' => $this->token,

                'email' => $this->email,

                'frontendUrl' => $frontendUrl,

            ]);

    }

}

## **Inside .env**

MAIL\_MAILER=smtp

MAIL\_HOST=smtp.gmail.com

MAIL\_PORT=465

MAIL\_USERNAME=freelencerunittesting@gmail.com

MAIL\_PASSWORD=aqcdacybfhqsyvsc

MAIL\_ENCRYPTION=tls

MAIL\_FROM\_ADDRESS="freelencerunittesting@gmail.com"

MAIL\_FROM\_NAME="${APP\_NAME}"

## **Inside views/emails/reset.blade.php**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta http-equiv="X-UA-Compatible" content="IE=edge">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Reset Your Password</title>

    <style>

        body {

            font-family: Arial, sans-serif;

            margin: 0;

            padding: 0;

            background-color: #f4f4f4;

        }

        .container {

            max-width: 600px;

            margin: 50px auto;

            background-color: #ffffff;

            padding: 20px;

            border-radius: 8px;

            box-shadow: 0 0 10px rgba(0, 0, 0, 0.1);

        }

        h1 {

            color: #333333;

            font-size: 24px;

        }

        p {

            color: #666666;

            line-height: 1.6;

        }

        .button {

            display: inline-block;

            padding: 12px 24px;

            background-color: #007bff;

            color: #ffffff;

            text-decoration: none;

            border-radius: 4px;

            font-weight: bold;

        }

        .button:hover {

            background-color: #0056b3;

        }

        hr {

            border: 0;

            border-top: 1px solid #eeeeee;

            margin: 20px 0;

        }

        .footer {

            margin-top: 20px;

            font-size: 12px;

            color: #999999;

            text-align: center;

        }

    </style>

</head>

<body>

    <div class="container">

        <h1>Reset Your Password</h1>

        <hr>

        <p>Hello,</p>

        <p>We received a request to reset your password. Click the button below to reset it. This link is valid for 60

            minutes.</p>

        <p>

            <a href="{{ $frontendUrl }}/reset-password?token={{ $token }}&email={{ urlencode($email) }}"

                class="button">

                Reset Password

            </a>

        </p>

        <p>If you did not request a password reset, please ignore this email or contact support if you have concerns.

        </p>

        <div class="footer">

            <p>&copy; {{ date('Y') }} {{ env('APP\_NAME') }}. All rights reserved.</p>

        </div>

    </div>

</body>

</html>

## **Inside .env**

FRONTEND\_URL=http://localhost:3000

SESSION\_DOMAIN=localhost

SANCTUM\_STATEFUL\_DOMAINS=localhost:3000

# **Setup VueJs with Vuetify:**

## **Install below necessary packages:**
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## **Inside vite.config.js**

// inside vite.config.js

import { defineConfig } from 'vite'

import vue from '@vitejs/plugin-vue'

import path from 'path'

// https://vite.dev/config/

export default defineConfig({

  plugins: [vue()],

  server: {

    port: 3000, // Sets the development server to run on port 3000

  },

  resolve: {

    alias: {

      '@': path.resolve(\_\_dirname, './src') // '@' will point to the src directory

    }

  }

})

## **Setup Vuetify:**
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Inside src/plugins/vuetify.js

// src/plugins/vuetify.js

import { createVuetify } from 'vuetify';

import 'vuetify/styles'; // Import Vuetify styles

// Optional: Import components and directives if you want to use them explicitly

import \* as components from 'vuetify/components';

import \* as directives from 'vuetify/directives';

const vuetify = createVuetify({

    components,

    directives,

});

export default vuetify

Now to use mdi icon:
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Now, you can use icon and vuetify.

## **Default routing in src/router/index.js (Basic Routing)**

import { createRouter, createWebHistory } from "vue-router";

const routes = [

    {

        path: "/",

        name: "Frontend",

        component: () => import("@/layouts/FrontendLayout.vue"),

        children: [

            {

                path: "",

                name: "Home",

                component: () => import("@/views/frontend/Home.vue"),

            },

        ],

    },

    {

        path: "/auth",

        name: "Auth",

        component: () => import("@/layouts/AuthLayout.vue"),

        children: [

            {

                path: "/login",

                name: "Login",

                component: () => import("@/views/auth/Login.vue"),

            },

        ],

    },

    {

        path: "/admin",

        name: "Admin",

        component: () => import("@/layouts/BackendLayout.vue"),

        children: [

            {

                path: "home",

                name: "Dashboard",

                component: () => import("@/views/backend/Home.vue"),

            },

        ],

    },

];

const router = createRouter({

    history: createWebHistory(),

    routes,

});

export default router;

## **Inside src/main.js**

// src/main.js

// Import Vue's createApp function

import { createApp } from 'vue'

// Import the main App component

import App from './App.vue'

// Import global Axios configuration

import './axios'

// Import Pinia (State Management)

import { createPinia } from 'pinia'

// Import Vue Router (Routing)

import router from './router'

// Import Vuetify configuration

import vuetify from './plugins/vuetify'

import '@mdi/font/css/materialdesignicons.css';

// Create an instance of Pinia

const pinia = createPinia();

// Create a Vue application instance

const app = createApp(App);

// Use Pinia for state management

app.use(pinia);

// Use Vue Router for handling routes

app.use(router);

// Use Vuetify for UI components

app.use(vuetify);

// Mount the app to the DOM

app.mount('#app');

## **Inside App.vue:**

<script setup>

import { ref } from 'vue';

import { useRouter } from 'vue-router';

const isLoading = ref(false);

const router = useRouter();

// Show loader when navigation starts

router.beforeEach((to, from, next) => {

    isLoading.value = true;

    next();

});

// Hide loader when navigation is done

router.afterEach(() => {

    setTimeout(() => {

        isLoading.value = false;

    }, 500); // Small delay for smoother transition

});

</script>

<template>

    <main>

        <!-- Page Loader -->

        <v-overlay v-model="isLoading" class="loader-overlay" :scrim="false">

            <v-progress-circular indeterminate size="64" color="primary" />

        </v-overlay>

        <!-- The child routes will be injected here -->

        <router-view />

    </main>

</template>

<style scoped>

/\* Page Loader Styles \*/

.loader-overlay {

    display: flex;

    align-items: center;

    justify-content: center;

    z-index: 9999;

    background: rgba(255, 255, 255, 0.8);

}

</style>

## **Inside FrontendLayout.vue ,BackendLayout.vue and AuthLayout.vue:**

<script setup>

</script>

<template>

    <main>

        <!-- The child routes will be injected here -->

        <router-view />

    </main>

</template>

# **Login(without verification email) and Logout in vuejs:**

## **In axios.js**

// src/axios.js

import axios from 'axios'

const instance = axios.create({

    baseURL: 'http://localhost:8000/api',

    headers: {

        Accept: 'application/json',

    },

})

instance.interceptors.request.use((config) => {

    const token = localStorage.getItem('token')

    if (token) {

        config.headers.Authorization = `Bearer ${token}`

    }

    return config

})

instance.interceptors.response.use(

    (response) => response,

    (error) => {

        if (error.response && error.response.status === 401) {

            localStorage.removeItem('token')

            window.location.href = '/login'

        }

        return Promise.reject(error)

    }

)

export default instance

## **Inside stores/auth.js**

// src/stores/auth.js

import { ref, computed } from 'vue'

import { defineStore } from 'pinia'

import axios from '@/axios'

import router from '@/router'

/\*\*

 \* Authentication store to manage login, logout, token, and user state.

 \*/

export const useAuthStore = defineStore('auth', () => {

    // Reactive state

    const user = ref(null)

    const token = ref(localStorage.getItem('token') || null)

    // Computed property to check if user is authenticated

    const isAuthenticated = computed(() => !!token.value)

    /\*\*

     \* Handles user login.

     \* @param {Object} credentials - User login credentials (email, password).

     \*/

    const login = async (credentials) => {

        try {

            const response = await axios.post('/login', credentials)

            // Store token in state and localStorage

            token.value = response.data.access\_token

            localStorage.setItem('token', token.value)

            // Fetch authenticated user data

            await fetchUser()

            // Redirect to admin dashboard after successful login

            router.push('/admin/home')

        } catch (error) {

            // Throw the backend validation or error message to the caller

            throw error.response?.data || { message: 'Login failed. Please try again.' }

        }

    }

    /\*\*

     \* Fetches the authenticated user data from backend.

     \*/

    const fetchUser = async () => {

        try {

            const response = await axios.get('/user', {

                headers: {

                    Authorization: `Bearer ${token.value}`,

                },

            })

            user.value = response.data

        } catch (error) {

            // If token is invalid or expired, force logout

            logout()

        }

    }

    /\*\*

     \* Logs the user out, clears local state and storage.

     \*/

    const logout = async () => {

        try {

            await axios.post('/logout', {}, {

                headers: {

                    Authorization: `Bearer ${token.value}`,

                },

            })

        } catch (error) {

            // Even if logout request fails, proceed with clearing state

            console.warn('Logout request failed, but continuing.')

        } finally {

            // Clear state and redirect to login page

            token.value = null

            user.value = null

            localStorage.removeItem('token')

            router.push('/login')

        }

    }

    return {

        user,

        token,

        isAuthenticated,

        login,

        logout,

        fetchUser,

    }

})

## **Inside index.js**

// src/router/index.js

import { createRouter, createWebHistory } from 'vue-router'

import { useAuthStore } from '@/stores/auth'

// Routes

const routes = [

    {

        path: '/',

        name: 'Frontend',

        component: () => import('@/layouts/FrontendLayout.vue'),

        children: [

            {

                path: '',

                name: 'Home',

                component: () => import('@/views/frontend/Home.vue'),

            },

        ],

    },

    {

        path: '/auth',

        name: 'Auth',

        component: () => import('@/layouts/AuthLayout.vue'),

        children: [

            {

                path: '/login',

                name: 'Login',

                component: () => import('@/views/auth/Login.vue'),

            },

        ],

    },

    {

        path: '/admin',

        name: 'Admin',

        component: () => import('@/layouts/BackendLayout.vue'),

        meta: { requiresAuth: true }, // 👈 Protected route

        children: [

            {

                path: 'home',

                name: 'Dashboard',

                component: () => import('@/views/backend/Home.vue'),

            },

        ],

    },

]

// Create router

const router = createRouter({

    history: createWebHistory(),

    routes,

})

// Global navigation guard

router.beforeEach(async (to, from, next) => {

    const auth = useAuthStore()

    // Check if the route needs auth

    if (to.meta.requiresAuth && !auth.isAuthenticated) {

        return next('/login')

    }

    // Prevent access to login page if already authenticated

    if (to.path === '/login' && auth.isAuthenticated) {

        return next('/admin/home')

    }

    return next()

})

export default router

## **Inside Login.vue**

<!-- src/views/auth/Login.vue -->

<script setup>

import { ref } from 'vue'

import { useAuthStore } from '@/stores/auth'

const auth = useAuthStore()

const form = ref({

    email: '',

    password: '',

})

const loading = ref(false)

const errors = ref({

    email: null,

    password: null,

    general: null,

})

const handleLogin = async () => {

    errors.value = { email: null, password: null, general: null }

    loading.value = true

    try {

        await auth.login(form.value)

    } catch (err) {

        const e = err.errors || {}

        errors.value.email = e.email?.[0] || null

        errors.value.password = e.password?.[0] || null

        errors.value.general = err.message || 'Login failed'

    } finally {

        loading.value = false

    }

}

</script>

<template>

    <v-container class="d-flex align-center justify-center" style="height: 100vh">

        <v-card class="pa-6" min-width="400">

            <v-card-title class="text-h5">Login</v-card-title>

            <v-form @submit.prevent="handleLogin" ref="formRef">

                <v-text-field v-model="form.email" label="Email" :error-messages="errors.email" type="email" required />

                <v-text-field v-model="form.password" label="Password" :error-messages="errors.password" type="password"

                    required />

                <v-btn type="submit" color="primary" :loading="loading" block>Login</v-btn>

                <v-alert v-if="errors.general" type="error" class="mt-4" dense>

                    {{ errors.general }}

                </v-alert>

            </v-form>

        </v-card>

    </v-container>

</template>

## **Logout:**

<script setup>

import { useAuthStore } from "@/stores/auth"

// Access the authentication store

const authStore = useAuthStore();

// Methods

const logout = () => {

    authStore.logout();

};

</script>

<template>

    <v-btn class="mx-1" @click="logout" :loading="authStore.loading">

        Logout

    </v-btn>

</template>

# **Login(with email verification):**

## **Inside user model**
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## **Inside AuthController:**

<?php

namespace App\Http\Controllers\API;

use App\Http\Controllers\Controller;

use App\Mail\PasswordResetMail;

use Illuminate\Http\Request;

use App\Models\User;

use Carbon\Carbon;

use Illuminate\Support\Facades\Hash;

use Illuminate\Support\Facades\Auth;

use Illuminate\Support\Facades\Mail;

use Illuminate\Support\Str;

use Illuminate\Validation\ValidationException;

use Illuminate\Support\Facades\DB;

use App\Mail\EmailVerificationMail;

class AuthController extends Controller

{

    // Register

     public function register(Request $request)

    {

        try {

            // Validate incoming request data

            $validatedData = $request->validate([

                'name' => 'required|string|max:255',

                'email' => 'required|string|email|max:255|unique:users',

                'password' => 'required|string|min:8|confirmed',

            ]);

            // Create new user

            $user = User::create([

                'name' => $validatedData['name'],

                'email' => $validatedData['email'],

                'password' => Hash::make($validatedData['password']),

                'verification\_token' => Str::random(60), // Always generate token for new user

            ]);

            // Send email verification link (always for new users)

            Mail::to($user->email)->send(new EmailVerificationMail($user));

            // Generate auth token

            $token = $user->createToken('auth\_token')->plainTextToken;

            // Return success response

            return response()->json([

                'message' => 'User registered successfully. Please verify your email.',

                'access\_token' => $token,

                'token\_type' => 'Bearer',

            ], 201);

        } catch (ValidationException $e) {

            // Return validation errors

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

            ], 422);

        }

    }

    // Login

    public function login(Request $request)

    {

        try {

            $validatedData = $request->validate([

                'email' => 'required|string|email',

                'password' => 'required|string',

            ]);

            $user = User::where('email', $validatedData['email'])->first();

            if (!$user || !Hash::check($validatedData['password'], $user->password)) {

                throw ValidationException::withMessages([

                    'email' => ['The provided credentials are incorrect.'],

                ]);

            }

            // Check if email is verified

            if (!$user->hasVerifiedEmail()) {

                // Generate new token if needed and send verification email

                if (!$user->verification\_token) {

                    $user->verification\_token = Str::random(60);

                    $user->save();

                }

                Mail::to($user->email)->send(new EmailVerificationMail($user));

                return response()->json([

                    'message' => 'email\_not\_verified',

                ], 403);

            }

            $token = $user->createToken('auth\_token')->plainTextToken;

            return response()->json([

                'access\_token' => $token,

                'token\_type' => 'Bearer',

                'user' => $user,

            ]);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

            ], 422);

        }

    }

    // Verify Email

    public function verifyEmail($token)

    {

        try {

            $user = User::where('verification\_token', $token)->first();

            if (!$user) {

                return response()->json([

                    'message' => 'Verification link has expired or is invalid.',

                    'status' => 'expired',

                ], 410); // 410 Gone for expired resources

            }

            if ($user->hasVerifiedEmail()) {

                return response()->json([

                    'message' => 'Email already verified.',

                    'status' => 'already\_verified',

                ], 200);

            }

            $user->email\_verified\_at = now();

            $user->verification\_token = null; // Clear token after use

            $user->save();

            $authToken = $user->createToken('auth\_token')->plainTextToken;

            return response()->json([

                'message' => 'Email verified successfully.',

                'access\_token' => $authToken,

                'token\_type' => 'Bearer',

                'status' => 'success',

            ], 200);

        } catch (\Exception $e) {

            return response()->json([

                'message' => 'Failed to verify email.',

                'error' => $e->getMessage(),

                'status' => 'failed',

            ], 500);

        }

    }

    // Resend Verification Email

    public function resendVerificationEmail(Request $request)

    {

        try {

            $request->validate([

                'email' => 'required|email|exists:users,email',

            ]);

            $user = User::where('email', $request->email)->first();

            if ($user->hasVerifiedEmail()) {

                return response()->json([

                    'message' => 'Email is already verified.',

                    'status' => 'already\_verified',

                ], 200);

            }

            // Generate new token

            $user->verification\_token = Str::random(60);

            $user->save();

            Mail::to($user->email)->send(new EmailVerificationMail($user));

            return response()->json([

                'message' => 'A fresh verification link has been sent to your email.',

                'status' => 'success',

            ], 200);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

                'status' => 'failed',

            ], 422);

        } catch (\Exception $e) {

            return response()->json([

                'message' => 'Failed to send verification email.',

                'error' => $e->getMessage(),

                'status' => 'failed',

            ], 500);

        }

    }

    // Change Password

    public function changePassword(Request $request)

    {

        try {

            $validatedData = $request->validate([

                'current\_password' => 'required|string',

                'new\_password' => 'required|string|min:8|confirmed',

            ]);

            $user = Auth::user();

            if (!Hash::check($validatedData['current\_password'], $user->password)) {

                throw ValidationException::withMessages([

                    'current\_password' => ['Current password is incorrect'],

                ]);

            }

            $user->update([

                'password' => Hash::make($validatedData['new\_password'])

            ]);

            // Revoke all tokens

            $user->tokens()->delete();

            $token = $user->createToken('auth\_token')->plainTextToken;

            return response()->json([

                'message' => 'Password changed successfully',

                'access\_token' => $token,

                'token\_type' => 'Bearer',

            ]);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

            ], 422);

        }

    }

    // Logout

    public function logout(Request $request)

    {

        $request->user()->currentAccessToken()->delete();

        return response()->json([

            'message' => 'Logged out successfully'

        ]);

    }

    // Send Password Reset Link

    public function sendPasswordResetLink(Request $request)

    {

        try {

            // Validate the request

            $request->validate([

                'email' => 'required|email|exists:users,email',

            ]);

            $email = $request->email;

            // Generate a secure token

            $token = Str::random(60);

            // Save token to password\_resets table

            DB::table('password\_reset\_tokens')->updateOrInsert(

                ['email' => $email],

                [

                    'email' => $email,

                    'token' => $token, // Store raw token, not hashed

                    'created\_at' => now(),

                ]

            );

            // Send the email using a Mailable class

            Mail::to($email)->send(new PasswordResetMail($token, $email));

            return response()->json([

                'message' => 'Password reset link sent to your email',

                'status' => 'success',

            ], 200);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

                'status' => 'failed',

            ], 422);

        } catch (\Exception $e) {

            return response()->json([

                'message' => 'Failed to send password reset link',

                'error' => $e->getMessage(), // In production, you might want to hide detailed errors

                'status' => 'failed',

            ], 500);

        }

    }

    // Reset Password

    public function resetPassword(Request $request, $token)

    {

        try {

            // Clean up expired tokens (2 minutes expiration)

            DB::table('password\_reset\_tokens')

                ->where('created\_at', '<=', Carbon::now()->subMinutes(2))

                ->delete();

            // Validate the request

            $request->validate([

                'password' => 'required|confirmed|min:8', // Added min length for security

            ]);

            // Find the reset token

            $passwordReset = DB::table('password\_reset\_tokens')

                ->where('token', $token)

                ->first();

            if (!$passwordReset) {

                return response()->json([

                    'message' => 'Token is invalid or expired',

                    'status' => 'failed'

                ], 404);

            }

            // Update user's password

            $user = User::where('email', $passwordReset->email)->first();

            if (!$user) {

                return response()->json([

                    'message' => 'User not found',

                    'status' => 'failed'

                ], 404);

            }

            $user->password = Hash::make($request->password);

            $user->save();

            // Delete the used token

            DB::table('password\_reset\_tokens')

                ->where('email', $user->email)

                ->delete();

            return response()->json([

                'message' => 'Password reset successfully',

                'status' => 'success'

            ], 200);

        } catch (ValidationException $e) {

            return response()->json([

                'message' => 'Validation failed',

                'errors' => $e->errors(),

                'status' => 'failed'

            ], 422);

        } catch (\Exception $e) {

            return response()->json([

                'message' => 'Failed to reset password',

                'status' => 'failed'

            ], 500);

        }

    }

    // Get authenticated user

    public function user(Request $request)

    {

        return response()->json($request->user());

    }

}

## **Make mail EmailVerificationMail.php:**

<?php

namespace App\Mail;

use App\Models\User;

use Illuminate\Bus\Queueable;

use Illuminate\Mail\Mailable;

use Illuminate\Queue\SerializesModels;

class EmailVerificationMail extends Mailable

{

    use Queueable, SerializesModels;

    public $user;

    public function \_\_construct(User $user)

    {

        $this->user = $user;

    }

    public function build()

    {

        return $this->subject('Verify Your Email Address')

            ->view('emails.verify-email')

            ->with([

                'verificationUrl' => "http://localhost:3000/verify-email/{$this->user->verification\_token}",

            ]);

    }

}

## **Inside views/emails/verify-email.blade.php**

<!DOCTYPE html>

<html>

<head>

    <title>Verify Your Email</title>

</head>

<body>

    <h1>Verify Your Email Address</h1>

    <p>Please click the link below to verify your email address:</p>

    <a href="{{ $verificationUrl }}">Verify Email</a>

    <p>If you did not create an account, no further action is required.</p>

</body>

</html>

## **Inside users table:**

 $table->string('verification\_token')->nullable();

## **Inside api.php**

<?php

use App\Http\Controllers\API\AuthController;

use Illuminate\Http\Request;

use Illuminate\Support\Facades\Route;

Route::post('/register', [AuthController::class, 'register']);

Route::post('/login', [AuthController::class, 'login']);

Route::post('/send-reset-password-email', [AuthController::class, 'sendPasswordResetLink']);

Route::post('/reset-password/{token}', [AuthController::class, 'resetPassword']);

// New routes for email verification

Route::get('/verify-email/{token}', [AuthController::class, 'verifyEmail']);

Route::post('/resend-verification-email', [AuthController::class, 'resendVerificationEmail']);

Route::middleware(['auth:sanctum'])->group(function () {

    Route::post('/logout', [AuthController::class, 'logout']);

    Route::post('/change-password', [AuthController::class, 'changePassword']);

    Route::get('/user', [AuthController::class, 'user']);

});

## **Inside auth.js**

// src/stores/auth.js

import { ref, computed } from 'vue'

import { defineStore } from 'pinia'

import axios from '@/axios'

import router from '@/router'

export const useAuthStore = defineStore('auth', () => {

    const user = ref(null)

    const token = ref(localStorage.getItem('token') || null)

    const isAuthenticated = computed(() => !!token.value)

    // Login user and redirect

    const login = async (credentials) => {

        try {

            const response = await axios.post('/login', credentials);

            token.value = response.data.access\_token

            localStorage.setItem('token', token.value)

            await fetchUser()

            router.push('/admin/home')

        } catch (error) {

            // Handle unverified email

            if (error.response.data.message === 'email\_not\_verified') {

                router.push({ path: '/email-verification', query: { email: credentials.email } })

                return;

            }

            // Only throw errors for validation or server issues, not email verification

            if (error.response?.status !== 403) {

                throw error.response?.data || { message: 'Login failed. Please try again.' }

            }

        }

    }

    // Fetch user data

    const fetchUser = async () => {

        try {

            const response = await axios.get('/user')

            user.value = response.data

        } catch (error) {

            logout()

        }

    }

    // Logout user and clear state

    const logout = async () => {

        try {

            await axios.post('/logout')

        } catch (error) {

            console.warn('Logout request failed, but continuing.')

        } finally {

            token.value = null

            user.value = null

            localStorage.removeItem('token')

            router.push('/login')

        }

    }

    // Resend verification email

    const resendVerification = async (email) => {

        try {

            const response = await axios.post('/resend-verification-email', { email })

            return response.data

        } catch (error) {

            throw error.response?.data || { message: 'Failed to resend verification email.' }

        }

    }

    return {

        user,

        token,

        isAuthenticated,

        login,

        logout,

        fetchUser,

        resendVerification,

    }

})

## **Inside index.js**

// src/router/index.js

import { createRouter, createWebHistory } from 'vue-router';

import { useAuthStore } from '@/stores/auth';

const routes = [

    {

        path: '/',

        name: 'Frontend',

        component: () => import('@/layouts/FrontendLayout.vue'),

        children: [

            {

                path: '',

                name: 'Home',

                component: () => import('@/views/frontend/Home.vue'),

            },

        ],

    },

    {

        path: '/auth',

        name: 'Auth',

        component: () => import('@/layouts/AuthLayout.vue'),

        children: [

            {

                path: '/login',

                name: 'Login',

                component: () => import('@/views/auth/Login.vue'),

            },

            {

                path: '/email-verification',

                name: 'EmailVerification',

                component: () => import('@/views/auth/EmailVerification.vue'),

            },

            {

                path: '/verify-email/:token',

                name: 'VerifyEmail',

                component: () => import('@/views/auth/VerifyEmail.vue'),

            },

            {

                path: '/register',

                name: 'Register',

                component: () => import('@/views/auth/Register.vue'),

            },

            {

                path: '/forgot-password',

                name: 'ForgotPassword',

                component: () => import('@/views/auth/ForgotPassword.vue'),

            },

            {

                path: '/reset-password',

                name: 'ResetPassword',

                component: () => import('@/views/auth/ResetPassword.vue'),

            },

        ],

    },

    {

        path: '/admin',

        name: 'Admin',

        component: () => import('@/layouts/BackendLayout.vue'),

        meta: { requiresAuth: true },

        children: [

            {

                path: 'home',

                name: 'Dashboard',

                component: () => import('@/views/backend/Home.vue'),

            },

            {

                path: 'category',

                name: 'Category',

                component: () => import('@/views/backend/category/Category.vue'),

            },

            {

                path: 'product',

                name: 'Product',

                component: () => import('@/views/backend/products/Product.vue'),

            },

            {

                path: 'product/add',

                name: 'AddProduct',

                component: () => import('@/views/backend/products/AddProduct.vue'),

            },

            {

                path: 'product/edit/:slug',

                name: 'EditProduct',

                component: () => import('@/views/backend/products/EditProduct.vue'),

            },

        ],

    },

];

const router = createRouter({

    history: createWebHistory(),

    routes,

});

// Navigation guard

router.beforeEach(async (to, from, next) => {

    const auth = useAuthStore();

    // List of auth-related route names to restrict for authenticated users

    const authRoutes = [

        'Login',

        'EmailVerification',

        'VerifyEmail',

        'Register',

        'ForgotPassword',

        'ResetPassword',

    ];

    // If authenticated and trying to access an auth route, redirect to dashboard

    if (auth.isAuthenticated && authRoutes.includes(to.name)) {

        // Use next() with a path instead of returning to avoid overwriting history

        next('/admin/home');

    }

    // If unauthenticated and trying to access a protected route, redirect to login

    else if (to.meta.requiresAuth && !auth.isAuthenticated) {

        // Store the intended destination for post-login redirect (optional)

        sessionStorage.setItem('intendedRoute', to.fullPath);

        next('/login');

    }

    // Allow navigation to proceed normally

    else {

        next();

    }

});

export default router

## **Inside EmailVerification.vue**

<!-- src/views/auth/EmailVerification.vue -->

<script setup>

import { ref } from 'vue'

import { useAuthStore } from '@/stores/auth'

import { useRoute } from 'vue-router'

const auth = useAuthStore()

const route = useRoute()

const email = ref(route.query.email || '')

const loading = ref(false)

const message = ref('A fresh email verification link has been sent to you.')

const error = ref(null)

const resendVerification = async () => {

    if (!email.value) {

        error.value = 'Please provide your email address.'

        return

    }

    loading.value = true

    error.value = null

    try {

        const response = await auth.resendVerification(email.value)

        message.value = response.message

    } catch (err) {

        error.value = err.message || 'Failed to resend verification email.'

    } finally {

        loading.value = false

    }

}

</script>

<template>

    <v-container class="d-flex align-center justify-center" style="height: 100vh">

        <v-card class="pa-6" min-width="400">

            <v-card-title class="text-h5">Email Verification</v-card-title>

            <v-card-text>

                <p>{{ message }}</p>

                <v-text-field v-model="email" label="Email" type="email" :error-messages="error" required />

            </v-card-text>

            <v-card-actions>

                <v-btn color="primary" :loading="loading" block @click="resendVerification">

                    Resend Verification Link

                </v-btn>

            </v-card-actions>

            <v-alert v-if="error" type="error" class="mt-4" dense>

                {{ error }}

            </v-alert>

        </v-card>

    </v-container>

</template>

## **Inside VerifyEmail.vue**

<!-- src/views/auth/VerifyEmail.vue -->

<script setup>

import { ref, onMounted } from 'vue'

import { useRoute, useRouter } from 'vue-router'

import axios from '@/axios'

import { useAuthStore } from '@/stores/auth'

const route = useRoute()

const router = useRouter()

const auth = useAuthStore()

const loading = ref(true)

const message = ref('')

const error = ref(null)

const verifyEmail = async () => {

    try {

        const response = await axios.get(`/verify-email/${route.params.token}`)

        message.value = response.data.message

        if (response.data.status === 'success') {

            auth.token = response.data.access\_token

            localStorage.setItem('token', auth.token)

            await auth.fetchUser()

            setTimeout(() => router.push('/admin/home'), 2000)

        }

    } catch (err) {

        error.value = err.response?.data?.message || 'Failed to verify email.'

    } finally {

        loading.value = false

    }

}

onMounted(() => {

    verifyEmail()

})

</script>

<template>

    <v-container class="d-flex align-center justify-center" style="height: 100vh">

        <v-card class="pa-6" min-width="400">

            <v-card-title class="text-h5">Email Verification</v-card-title>

            <v-card-text>

                <v-progress-circular v-if="loading" indeterminate color="primary" class="mb-4" />

                <p v-if="message && !loading">{{ message }}</p>

                <v-alert v-if="error" type="error" dense>

                    {{ error }}

                </v-alert>

            </v-card-text>

        </v-card>

    </v-container>

</template>

## **Inside Login.vue**

<!-- src/views/auth/Login.vue -->

<script setup>

import { ref } from 'vue'

import { useAuthStore } from '@/stores/auth'

const auth = useAuthStore()

const form = ref({

    email: '',

    password: '',

})

const loading = ref(false)

const errors = ref({

    email: null,

    password: null,

    general: null,

})

const handleLogin = async () => {

    errors.value = { email: null, password: null, general: null }

    loading.value = true

    try {

        await auth.login(form.value)

    } catch (err) {

        const e = err.errors || {}

        errors.value.email = e.email?.[0] || null

        errors.value.password = e.password?.[0] || null

        errors.value.general = err.message || 'Login failed'

    } finally {

        loading.value = false

    }

}

</script>

<template>

    <v-container class="d-flex align-center justify-center" style="height: 100vh">

        <v-card class="pa-6" min-width="400">

            <v-card-title class="text-h5">Login</v-card-title>

            <v-form @submit.prevent="handleLogin" ref="formRef">

                <v-text-field v-model="form.email" label="Email" :error-messages="errors.email" type="email" required />

                <v-text-field v-model="form.password" label="Password" :error-messages="errors.password" type="password"

                    required />

                <v-btn type="submit" color="primary" :loading="loading" block>

                    Login

                </v-btn>

                <v-alert v-if="errors.general"

                    :type="errors.general === 'Please verify your email to login.' ? 'info' : 'error'" class="mt-4"

                    dense>

                    {{ errors.general }}

                </v-alert>

            </v-form>

        </v-card>

    </v-container>

</template>

# **Register User:**

## **Inside Register.vue**

<!-- src/views/auth/Register.vue -->

<script setup>

import { ref } from 'vue'

import { useAuthStore } from '@/stores/auth'

const auth = useAuthStore()

// Form data for registration

const form = ref({

    name: '',

    email: '',

    password: '',

    password\_confirmation: '',

})

const loading = ref(false)

const errors = ref({

    name: null,

    email: null,

    password: null,

    password\_confirmation: null,

    general: null,

})

// Handle registration submission

const handleRegister = async () => {

    errors.value = { name: null, email: null, password: null, password\_confirmation: null, general: null }

    loading.value = true

    try {

        await auth.register(form.value)

        // Redirect to EmailVerification.vue happens in auth.js

    } catch (err) {

        const e = err.errors || {}

        errors.value.name = e.name?.[0] || null

        errors.value.email = e.email?.[0] || null

        errors.value.password = e.password?.[0] || null

        errors.value.password\_confirmation = e.password\_confirmation?.[0] || null

        errors.value.general = err.message || 'Registration failed'

    } finally {

        loading.value = false

    }

}

</script>

<template>

    <v-container class="d-flex align-center justify-center" style="height: 100vh">

        <v-card class="pa-6" min-width="400">

            <v-card-title class="text-h5">Register</v-card-title>

            <v-form @submit.prevent="handleRegister" ref="formRef">

                <v-text-field v-model="form.name" label="Name" :error-messages="errors.name" required />

                <v-text-field v-model="form.email" label="Email" :error-messages="errors.email" type="email" required />

                <v-text-field v-model="form.password" label="Password" :error-messages="errors.password" type="password"

                    required />

                <v-text-field v-model="form.password\_confirmation" label="Confirm Password"

                    :error-messages="errors.password\_confirmation" type="password" required />

                <v-btn type="submit" color="primary" :loading="loading" block>

                    Register

                </v-btn>

                <v-alert v-if="errors.general" type="error" class="mt-4" dense>

                    {{ errors.general }}

                </v-alert>

            </v-form>

        </v-card>

    </v-container>

</template>

## **Inside auth.js**

 // Register new user and redirect to email verification

    const register = async (data) => {

        try {

            const response = await axios.post('/register', data)

            // Store token from registration

            token.value = response.data.access\_token

            localStorage.setItem('token', token.value)

            // Redirect to email verification page with email query

            router.push({ path: '/email-verification', query: { email: data.email } })

        } catch (error) {

            // Pass validation or server errors back to the component

            throw error.response?.data || { message: 'Registration failed. Please try again.' }

        }

    }

## **Inside index.js**

 {

                path: '/register',

                name: 'Register',

                component: () => import('@/views/auth/Register.vue'),

            },

router.beforeEach(async (to, from, next) => {

    const auth = useAuthStore()

    // List of auth-related route names to restrict for authenticated users

    const authRoutes = ['Login', 'EmailVerification', 'VerifyEmail', 'Register']

    // Redirect authenticated users away from auth routes

    if (auth.isAuthenticated && authRoutes.includes(to.name)) {

        return next('/admin/home')

    }

    // Protect admin routes for unauthenticated users

    if (to.meta.requiresAuth && !auth.isAuthenticated) {

        return next('/login')

    }

    return next() // Proceed to the requested route

})

**Note: No need to change in backend logic.**

# **Reset Password:**

## **Auth.js**

// Send password reset link

    const sendPasswordResetLink = async (email) => {

        try {

            const response = await axios.post('/send-reset-password-email', { email })

            return response.data

        } catch (error) {

            throw error.response?.data || { message: 'Failed to send reset link' }

        }

    }

    // Reset password

    const resetPassword = async (token, data) => {

        try {

            const response = await axios.post(`/reset-password/${token}`, data)

            return response.data

        } catch (error) {

            throw error.response?.data || { message: 'Failed to reset password' }

        }

    }

## **ForgetPassword.vue**

<!-- src/views/auth/ForgotPassword.vue -->

<script setup>

import { ref, onUnmounted } from 'vue'

import { useAuthStore } from '@/stores/auth'

const auth = useAuthStore()

const email = ref('')

const loading = ref(false)

const message = ref('')

const error = ref(null)

const isButtonDisabled = ref(false) // Button starts enabled

const countdown = ref(0) // Countdown starts at 0 (no initial countdown)

let timer = null // Timer reference

// Start countdown timer after button click

const startCountdown = () => {

    isButtonDisabled.value = true

    countdown.value = 30

    timer = setInterval(() => {

        if (countdown.value > 0) {

            countdown.value--

        } else {

            clearInterval(timer)

            isButtonDisabled.value = false

        }

    }, 1000)

}

// Send reset link and start countdown

const sendResetLink = async () => {

    if (!email.value) {

        error.value = 'Email is required'

        return

    }

    loading.value = true

    message.value = ''

    error.value = null

    try {

        const response = await auth.sendPasswordResetLink(email.value)

        message.value = response.message // "Password reset link sent to your email"

        startCountdown() // Start countdown after successful send

    } catch (err) {

        error.value = err.message || 'Failed to send reset link'

    } finally {

        loading.value = false

    }

}

// Clean up timer on component unmount

onUnmounted(() => {

    if (timer) {

        clearInterval(timer)

    }

})

</script>

<template>

    <v-container fluid class="d-flex align-center justify-center"

        style="height: 100vh; background: linear-gradient(135deg, #e0eafc, #cfdef3);">

        <v-card class="pa-8 elevation-10" min-width="400" max-width="450" rounded="lg" color="white">

            <v-card-title class="text-h4 font-weight-bold primary--text text-center">

                Forgot Password

            </v-card-title>

            <v-card-subtitle class="text-center mt-2 grey--text">

                Enter your email to reset your password

            </v-card-subtitle>

            <v-form @submit.prevent="sendResetLink" class="mt-6">

                <v-text-field v-model="email" label="Email" type="email" prepend-inner-icon="mdi-email" outlined dense

                    color="primary" :error-messages="error" required />

                <v-btn type="submit" color="primary" :loading="loading" :disabled="isButtonDisabled" block large rounded

                    elevation="2" class="mt-6">

                    {{ isButtonDisabled ? `Send Reset Link (${countdown}s)` : 'Send Reset Link' }}

                </v-btn>

                <v-alert v-if="message" type="success" class="mt-6" dense outlined text>

                    {{ message }}

                </v-alert>

                <v-alert v-if="error" type="error" class="mt-6" dense outlined text>

                    {{ error }}

                </v-alert>

            </v-form>

            <router-link to="/login"

                class="text-decoration-none text-caption primary--text font-weight-medium mt-4 d-block text-center">

                Back to Login

            </router-link>

        </v-card>

    </v-container>

</template>

<style scoped>

a:hover {

    text-decoration: underline;

}

</style>

## **ResetPassword.vue**

<!-- src/views/auth/ResetPassword.vue -->

<script setup>

import { ref, onMounted } from 'vue'

import { useRoute, useRouter } from 'vue-router'

import { useAuthStore } from '@/stores/auth'

const route = useRoute()

const router = useRouter()

const auth = useAuthStore()

const form = ref({

    password: '',

    password\_confirmation: '',

})

const email = ref('')

const token = ref('')

const loading = ref(false)

const message = ref('')

const error = ref(null)

onMounted(() => {

    email.value = route.query.email || ''

    token.value = route.query.token || ''

    if (!token.value || !email.value) {

        error.value = 'Invalid reset link'

    }

})

const resetPassword = async () => {

    if (!token.value || !email.value) return

    loading.value = true

    message.value = ''

    error.value = null

    try {

        const response = await auth.resetPassword(token.value, form.value)

        message.value = response.message // "Password reset successfully"

        // Check email verification status

        await auth.fetchUser()

        if (auth.user?.email\_verified\_at) {

            setTimeout(() => router.push('/admin/home'), 2000) // Redirect after 2s

        } else {

            setTimeout(() => router.push({ path: '/auth/email-verification', query: { email: email.value } }), 2000)

        }

    } catch (err) {

        error.value = err.message || 'Failed to reset password'

    } finally {

        loading.value = false

    }

}

</script>

<template>

    <v-container fluid class="d-flex align-center justify-center"

        style="height: 100vh; background: linear-gradient(135deg, #e0eafc, #cfdef3);">

        <v-card class="pa-8 elevation-10" min-width="400" max-width="450" rounded="lg" color="white">

            <v-card-title class="text-h4 font-weight-bold primary--text text-center">

                Reset Password

            </v-card-title>

            <v-card-subtitle class="text-center mt-2 grey--text">

                Enter your new password

            </v-card-subtitle>

            <v-form @submit.prevent="resetPassword" class="mt-6">

                <v-text-field v-model="form.password" label="New Password" type="password" prepend-inner-icon="mdi-lock"

                    outlined dense color="primary"

                    :error-messages="error && !form.password ? 'Password is required' : null" required />

                <v-text-field v-model="form.password\_confirmation" label="Confirm Password" type="password"

                    prepend-inner-icon="mdi-lock-check" outlined dense color="primary"

                    :error-messages="error && !form.password\_confirmation ? 'Confirmation is required' : null"

                    required />

                <v-btn type="submit" color="primary" :loading="loading" block large rounded elevation="2" class="mt-6"

                    :disabled="!token || !email">

                    Reset Password

                </v-btn>

                <v-alert v-if="message" type="success" class="mt-6" dense outlined text>

                    {{ message }}

                </v-alert>

                <v-alert v-if="error" type="error" class="mt-6" dense outlined text>

                    {{ error }}

                </v-alert>

            </v-form>

            <router-link to="/auth/login"

                class="text-decoration-none text-caption primary--text font-weight-medium mt-4 d-block text-center">

                Back to Login

            </router-link>

        </v-card>

    </v-container>

</template>

<style scoped>

a:hover {

    text-decoration: underline;

}

</style>

## **Inside index.js**

{

                path: '/forgot-password',

                name: 'ForgotPassword',

                component: () => import('@/views/auth/ForgotPassword.vue'),

            },

            {

                path: '/reset-password',

                name: 'ResetPassword',

                component: () => import('@/views/auth/ResetPassword.vue'),

            },

**Note: No need to change in backend**

# **CRUD OPERATION:**

## **Make model and migration for category.**
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<?php

namespace App\Models;

use Illuminate\Database\Eloquent\Factories\HasFactory;

use Illuminate\Database\Eloquent\Model;

use Illuminate\Support\Str;

class Category extends Model

{

    use HasFactory;

    protected $fillable = ['slug', 'name', 'status', 'image'];

    // use slug instead of id

    public function getRouteKeyName()

    {

        return 'slug';

    }

    // boot

    protected static function boot()

    {

        parent::boot();

        static::creating(function ($category) {

            $category->slug = static::generateUniqueSlug();

        });

    }

    // generate new slug when category created

    private static function generateUniqueSlug()

    {

        do {

            $slug = Str::random(8); // Generates an 8-character random string

        } while (self::where('slug', $slug)->exists()); // Ensure uniqueness

        return $slug;

    }

}

## **Make controller: php artisan make:controller Api/CategoryController --api**

<?php

namespace App\Http\Controllers\Api;

use App\Http\Controllers\Controller;

use App\Http\Resources\CategoryResource;

use App\Models\Category;

use Exception;

use Illuminate\Http\Request;

use Illuminate\Support\Facades\DB;

use Illuminate\Support\Facades\Storage;

use Illuminate\Support\Facades\Validator;

class CategoryController extends Controller

{

    /\*\*

     \* Display a listing of the resource.

     \*/

    public function index(Request $request)

    {

        $perPage = $request->query('per\_page', 10);

        $search = $request->query('search', '');

        $status = $request->query('status', ''); // New status filter

        $sortBy = $request->query('sort\_by', 'created\_at');

        $sortDirection = $request->query('sort\_direction', 'desc');

        $query = Category::query();

        if ($search) {

            $query->where(function ($q) use ($search) {

                $q->where('name', 'like', '%' . $search . '%')

                    ->orWhere('status', 'like', '%' . $search . '%');

            });

        }

        if ($status) {

            $query->where('status', $status); // Exact match for status

        }

        $allowedSorts = ['name', 'status', 'updated\_at']; // Updated to include updated\_at

        $sortBy = in\_array($sortBy, $allowedSorts) ? $sortBy : 'updated\_at';

        $sortDirection = in\_array(strtolower($sortDirection), ['asc', 'desc']) ? $sortDirection : 'desc';

        $query->orderBy($sortBy, $sortDirection);

        $categories = $query->paginate($perPage);

        return CategoryResource::collection($categories);

    }

    /\*\*

     \* Store a newly created resource in storage.

     \*/

    public function store(Request $request)

    {

        $validator = Validator::make($request->all(), [

            'name' => 'required|string|max:255|unique:categories,name',

            'status' => 'required|in:active,inactive',

            'image' => 'required|image|max:2048', // Max 2MB

        ]);

        if ($validator->fails()) {

            return response()->json([

                'errors' => $validator->errors()

            ], 422);

        }

        $data = $request->all();

        if ($request->hasFile('image')) {

            $data['image'] = $request->file('image')->store('categories', 'public');

        }

        $category = Category::create($data);

        return new CategoryResource($category);

    }

    /\*\*

     \* Display the specified resource.

     \*/

    public function show(Category $category)

    {

        return new CategoryResource($category);

    }

    /\*\*

     \* Update the specified resource in storage.

     \*/

    public function update(Request $request, Category $category)

    {

        $validator = Validator::make($request->all(), [

            'name'   => 'required|string|max:255|unique:categories,name,' . $category->id,

            'status' => 'required|in:active,inactive',

            'image'  => 'nullable|image|max:2048',

        ]);

        if ($validator->fails()) {

            return response()->json([

                'message' => 'Validation errors',

                'errors' => $validator->errors()

            ], 422);

        }

        $data = $request->only(['name', 'status']);

        if ($request->hasFile('image')) {

            // Delete old image if exists

            if ($category->image && Storage::disk('public')->exists($category->image)) {

                Storage::disk('public')->delete($category->image);

            }

            // Store new image

            $data['image'] = $request->file('image')->store('categories', 'public');

        }

        $category->update($data);

        return (new CategoryResource($category))->response()->setStatusCode(200);

    }

    /\*\*

     \* Remove the specified resource from storage.

     \*/

    public function destroy(Category $category)

    {

        try {

            // Delete image if exists

            if ($category->image && Storage::disk('public')->exists($category->image)) {

                Storage::disk('public')->delete($category->image);

            }

            // Delete category

            $category->delete();

            return response()->json([

                'message' => 'Category deleted successfully.'

            ], 200);

        } catch (Exception $e) {

            return response()->json([

                'message' => 'Failed to delete the category.',

                'error' => $e->getMessage(),

            ], 500);

        }

    }

    /\*\*

     \* Delete multiple categories

     \*/

    public function deleteMultiple(Request $request)

    {

        $validator = Validator::make($request->all(), [

            'slugs' => 'required|array',

            'slugs.\*' => 'required|string|exists:categories,slug',

        ]);

        if ($validator->fails()) {

            return response()->json([

                'errors' => $validator->errors()

            ], 422);

        }

        $slugs = $request->input('slugs');

        DB::transaction(function () use ($slugs) {

            $categories = Category::whereIn('slug', $slugs)->get();

            foreach ($categories as $category) {

                if ($category->image) {

                    Storage::disk('public')->delete($category->image);

                }

                $category->delete();

            }

        });

        return response()->json(null, 204);

    }

}

## **Make CategoryResource:(php artisan make:resource CategoryResource)**

 public function toArray(Request $request): array

    {

        return [

            'id' => $this->id,

            'slug' => $this->slug,

            'name' => $this->name,

            'status' => $this->status,

            'image' => $this->image ? asset('storage/' . $this->image) : null,

            'created\_at' => $this->created\_at->diffForHumans(),

            'updated\_at' => $this->updated\_at->toDateTimeString(),

        ];

    }

## **Inside api.php**

// categories

    Route::group(['prefix' => 'category'], function () {

        Route::get('/', [CategoryController::class, 'index'])->name('categories.index');

        Route::post('/', [CategoryController::class, 'store'])->name('categories.store');

        Route::delete('/multiple', [CategoryController::class, 'deleteMultiple'])->name('categories.deleteMultiple');

        Route::get('/{category}', [CategoryController::class, 'show'])->name('categories.show');

        Route::put('/{category}', [CategoryController::class, 'update'])->name('categories.update');

        Route::delete('/{category}', [CategoryController::class, 'destroy'])->name('categories.destroy');

    });

Or
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## **Inside stores/category.js(for single page)**

import { defineStore } from 'pinia';

import { ref } from 'vue';

import api from '@/axios';

export const useCategoryStore = defineStore('category', () => {

    // ========= State =========

    const categories = ref([]); // List of categories

    const currentCategory = ref(null); // Single category for view/edit

    const categoryErrors = ref({}); // Field-specific errors

    const loading = ref(false); // Loading state

    const pagination = ref({}); // Pagination metadata

    const activeCategories = ref([]); // New state for active categories

    // ======= Fetch all categories (GET /api/category) =======

    const fetchCategories = async (page = 1, perPage = 10, search = '', sortBy = 'updated\_at', sortDirection = 'desc', status = '') => {

        try {

            loading.value = true;

            const params = {

                page,

                per\_page: perPage,

                sort\_by: sortBy,

                sort\_direction: sortDirection,

            };

            if (search) params.search = encodeURIComponent(search);

            if (status) params.status = encodeURIComponent(status);

            const response = await api.get('/category', { params });

            console.log('Fetch Categories Response:', response.data);

            categories.value = response.data.data || [];

            pagination.value = {

                total: response.data.meta?.total || 0,

                current\_page: response.data.meta?.current\_page || 1,

                last\_page: response.data.meta?.last\_page || 1,

                per\_page: response.data.meta?.per\_page || perPage,

            };

            return response.data;

        } catch (error) {

            console.error('Fetch Categories Error:', error.response?.data || error.message);

            categories.value = [];

            pagination.value = { total: 0, current\_page: 1, last\_page: 1, per\_page: perPage };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Fetch a single category (GET /api/category/{slug}) =======

    const fetchCategory = async (slug) => {

        try {

            loading.value = true;

            const response = await api.get(`/category/${slug}`);

            currentCategory.value = response.data.data;

            return response;

        } catch (error) {

            console.error('Fetch Category Error:', error.response?.data || error.message);

            categoryErrors.value = error.response?.data?.errors || { general: ['Category not found'] };

            currentCategory.value = null;

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Store a new category (POST /api/category) =======

    const storeCategory = async (formData) => {

        try {

            loading.value = true;

            categoryErrors.value = {};

            const response = await api.post('/category', formData, {

                headers: { 'Content-Type': 'multipart/form-data' },

            });

            const newCategory = response.data.data;

            categories.value.unshift(newCategory);

            return newCategory;

        } catch (error) {

            console.error('Store Category Error:', error.response?.data || error.message);

            categoryErrors.value = error.response?.data?.errors || { general: ['Failed to create category'] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Update an existing category (PUT /api/category/{slug}) =======

    const updateCategory = async (slug, formData) => {

        try {

            loading.value = true;

            categoryErrors.value = {};

            formData.append('\_method', 'PUT');

            const response = await api.post(`/category/${slug}`, formData, {

                headers: { 'Content-Type': 'multipart/form-data' },

            });

            const updatedCategory = response.data.data;

            const index = categories.value.findIndex(cat => cat.slug === slug);

            if (index !== -1) categories.value[index] = updatedCategory;

            currentCategory.value = updatedCategory;

            return updatedCategory;

        } catch (error) {

            console.error('Update Category Error:', error.response?.data || error.message);

            categoryErrors.value = error.response?.data?.errors || { general: ['Failed to update category'] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Delete a category (DELETE /api/category/{slug}) =======

    const deleteCategory = async (slug) => {

        try {

            loading.value = true;

            await api.delete(`/category/${slug}`);

            categories.value = categories.value.filter(cat => cat.slug !== slug);

            if (currentCategory.value?.slug === slug) currentCategory.value = null;

            return slug;

        } catch (error) {

            console.error('Delete Category Error:', error.response?.data || error.message);

            categoryErrors.value = error.response?.data?.errors || { general: ['Failed to delete category'] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Delete multiple categories (DELETE /api/category/multiple) =======

    const deleteMultipleCategories = async (slugs) => {

        try {

            loading.value = true;

            await api.delete('/category/multiple', { data: { slugs } });

            categories.value = categories.value.filter(cat => !slugs.includes(cat.slug));

            if (currentCategory.value && slugs.includes(currentCategory.value.slug)) {

                currentCategory.value = null;

            }

            return slugs;

        } catch (error) {

            console.error('Delete Multiple Categories Error:', error.response?.data || error.message);

            categoryErrors.value = error.response?.data?.errors || { general: ['Failed to delete categories'] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Reset errors =======

    const resetErrors = () => {

        categoryErrors.value = {};

    };

    // Fetch active categories (GET /api/categories/active)

    const fetchActiveCategories = async () => {

        try {

            loading.value = true;

            const response = await api.get('/category/active');

            activeCategories.value = response.data.data || [];

        } catch (error) {

            console.error('Fetch Active Categories Error:', error.response?.data || error.message);

            activeCategories.value = [];

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Return state and actions =======

    return {

        categories,

        currentCategory,

        categoryErrors,

        loading,

        pagination,

        fetchCategories,

        fetchCategory,

        storeCategory,

        updateCategory,

        deleteCategory,

        deleteMultipleCategories,

        resetErrors,

        fetchActiveCategories,

        activeCategories

    };

});

## **Inside Category.vue (CRUD in single page)**

<script setup>

import { ref, watch } from 'vue';

import { useCategoryStore } from '@/stores/category';

import debounce from 'lodash/debounce';

const categoryStore = useCategoryStore();

// Table state

const page = ref(1);

const itemsPerPage = ref(10);

const search = ref('');

const sortBy = ref([{ key: 'updated\_at', order: 'desc' }]);

const statusFilter = ref('');

const selectedCategories = ref([]);

// Image Modal state

const showImageModal = ref(false);

const selectedImage = ref(null);

// Add/Edit Modal state

const showAddModal = ref(false);

const showEditModal = ref(false);

const newCategory = ref({ slug: null, name: '', status: 'active', image: null });

const addForm = ref(null);

const serverErrors = ref({});

// Validation rules

const rules = {

    name: [

        v => !!v || 'Name is required',

        v => (v && v.length <= 255) || 'Name must be less than 255 characters',

    ],

    status: [

        v => !!v || 'Status is required',

        v => ['active', 'inactive'].includes(v) || 'Status must be "active" or "inactive"',

    ],

    image: [

        v => !v || v.size <= 2 \* 1024 \* 1024 || 'Image must be less than 2MB',

    ],

};

// Table headers

const headers = [

    { title: '', key: 'data-table-select', sortable: false, width: '50px' },

    { title: 'Image', key: 'image', sortable: false },

    { title: 'Name', key: 'name', sortable: true },

    { title: 'Status', key: 'status', sortable: true },

    { title: 'Created At', key: 'created\_at', sortable: true },

    { title: 'Actions', key: 'actions', sortable: false },

];

// Load items from server

const loadItems = debounce(async (options) => {

    page.value = options.page;

    itemsPerPage.value = options.itemsPerPage;

    const sort = options.sortBy.length ? options.sortBy[0] : { key: 'updated\_at', order: 'desc' };

    sortBy.value = [sort];

    await categoryStore.fetchCategories(

        page.value,

        itemsPerPage.value,

        search.value,

        sort.key,

        sort.order,

        statusFilter.value

    );

}, 300);

// Debounced filter update

const updateFilters = debounce(() => {

    page.value = 1;

    loadItems({ page: page.value, itemsPerPage: itemsPerPage.value, sortBy: sortBy.value });

}, 500);

// Watch filters

watch([search, statusFilter], updateFilters);

// Image modal handlers

const openImageModal = (imageUrl) => {

    selectedImage.value = imageUrl;

    showImageModal.value = true;

};

// Add/Edit modal handlers

const resetNewCategory = () => ({ slug: null, name: '', status: 'active', image: null });

const openAddModal = () => {

    newCategory.value = resetNewCategory();

    categoryStore.resetErrors();

    serverErrors.value = {};

    showAddModal.value = true;

};

const closeAddModal = () => {

    showAddModal.value = false;

};

const openEditModal = async (slug) => {

    try {

        await categoryStore.fetchCategory(slug);

        newCategory.value = {

            slug,

            name: categoryStore.currentCategory.name,

            status: categoryStore.currentCategory.status,

            image: null,

        };

        categoryStore.resetErrors();

        serverErrors.value = {};

        showEditModal.value = true;

    } catch (error) {

        console.error('Error opening edit modal:', error);

    }

};

const closeEditModal = () => {

    showEditModal.value = false;

    newCategory.value = resetNewCategory();

};

// Submit handlers

const submitCategory = async () => {

    const { valid } = await addForm.value.validate();

    if (!valid) return;

    try {

        await categoryStore.storeCategory(newCategory.value);

        showAddModal.value = false;

    } catch (error) {

        serverErrors.value = categoryStore.categoryErrors;

    }

};

const submitEditCategory = async () => {

    const { valid } = await addForm.value.validate();

    if (!valid) return;

    try {

        await categoryStore.updateCategory(newCategory.value.slug, newCategory.value);

        showEditModal.value = false;

    } catch (error) {

        serverErrors.value = categoryStore.categoryErrors;

    }

};

// Status chip color

const getStatusColor = status => (status === 'active' ? 'green' : 'red');

// CRUD operations

const editCategory = slug => openEditModal(slug);

const deleteCategory = async (slug) => {

    if (!confirm('Are you sure you want to delete this category?')) return;

    try {

        await categoryStore.deleteCategory(slug);

    } catch (error) {

        alert('Failed to delete category. Please try again.');

    }

};

const deleteMultipleCategories = async () => {

    if (!confirm('Are you sure you want to delete the selected categories?')) return;

    try {

        await categoryStore.deleteMultipleCategories(selectedCategories.value);

        selectedCategories.value = [];

    } catch (error) {

        alert('Failed to delete categories. Please try again.');

    }

};

</script>

<template>

    <v-container class="py-6">

        <!-- Filters and Search -->

        <v-card class="pa-4 mb-4 rounded-lg elevation-2">

            <v-row align="center" justify="space-between">

                <v-col cols="12" sm="6" md="4">

                    <v-text-field v-model="search" label="Search Categories" prepend-inner-icon="mdi-magnify"

                        variant="outlined" clearable density="comfortable" class="rounded-lg" />

                </v-col>

                <v-col cols="12" sm="6" md="4">

                    <v-select v-model="statusFilter" :items="[

                        { title: 'All', value: '' },

                        { title: 'Active', value: 'active' },

                        { title: 'Inactive', value: 'inactive' }

                    ]" label="Filter by Status" prepend-inner-icon="mdi-filter" variant="outlined"

                        density="comfortable" class="rounded-lg" clearable />

                </v-col>

                <v-spacer />

                <v-col cols="12" sm="auto">

                    <v-btn color="teal-darken-2" class="rounded-lg px-4 mr-2" @click="openAddModal">

                        <v-icon left>mdi-plus</v-icon> Add Category

                    </v-btn>

                    <v-btn color="red-darken-2" class="rounded-lg px-4" :disabled="selectedCategories.length === 0"

                        @click="deleteMultipleCategories">

                        <v-icon left>mdi-delete</v-icon> Delete Selected

                    </v-btn>

                </v-col>

            </v-row>

        </v-card>

        <!-- Data Table -->

        <v-card class="rounded-lg elevation-2">

            <v-data-table-server v-model:items-per-page="itemsPerPage" :headers="headers"

                :items="categoryStore.categories" :items-length="categoryStore.pagination.total || 0"

                :loading="categoryStore.loading" item-value="slug" v-model:sort-by="sortBy" v-model="selectedCategories"

                show-select :items-per-page-options="[5, 10, 20, 50]" @update:options="loadItems">

                <template v-slot:item.image="{ item }">

                    <v-img v-if="item.image" :src="item.image" height="40" width="40"

                        class="my-2 rounded-lg cursor-pointer" @click="openImageModal(item.image)" />

                    <span v-else>No Image</span>

                </template>

                <template v-slot:item.status="{ item }">

                    <v-chip :color="getStatusColor(item.status)" small class="text-uppercase font-weight-bold">

                        {{ item.status }}

                    </v-chip>

                </template>

                <template v-slot:item.actions="{ item }">

                    <v-btn icon color="warning" size="small" @click="editCategory(item.slug)">

                        <v-icon>mdi-pencil</v-icon>

                    </v-btn>

                    <v-btn icon color="red-darken-2" size="small" class="ms-2" @click="deleteCategory(item.slug)">

                        <v-icon>mdi-delete</v-icon>

                    </v-btn>

                </template>

            </v-data-table-server>

        </v-card>

        <!-- Image Modal -->

        <v-dialog v-model="showImageModal" max-width="500">

            <v-card class="rounded-lg elevation-3">

                <v-card-title class="d-flex align-center" style="background: linear-gradient(45deg, #00695c, #00897b)">

                    <span class="text-h6 font-weight-bold text-white">Category Image</span>

                    <v-spacer />

                    <v-btn icon @click="showImageModal = false" variant="plain">

                        <v-icon color="white">mdi-close</v-icon>

                    </v-btn>

                </v-card-title>

                <v-card-text class="text-center py-4">

                    <v-img :src="selectedImage" max-height="400" contain class="mx-auto rounded-lg" />

                </v-card-text>

            </v-card>

        </v-dialog>

        <!-- Add Category Modal -->

        <v-dialog v-model="showAddModal" max-width="500" persistent transition="dialog-bottom-transition">

            <v-card rounded="xl" elevation="12">

                <v-card-title class="py-4 px-6" style="background: linear-gradient(45deg, #00695c, #00897b)">

                    <v-row align="center">

                        <v-col>

                            <span class="text-h6 font-weight-medium text-white">Add New Category</span>

                        </v-col>

                        <v-col cols="auto">

                            <v-btn icon @click="closeAddModal" variant="text" color="white" class="mt-n1">

                                <v-icon>mdi-close</v-icon>

                            </v-btn>

                        </v-col>

                    </v-row>

                </v-card-title>

                <v-card-text class="pa-6">

                    <v-form ref="addForm" @submit.prevent="submitCategory" class="d-flex flex-column gap-4">

                        <v-text-field v-model="newCategory.name" label="Category Name" prepend-icon="mdi-tag"

                            density="comfortable" variant="outlined" color="teal-darken-2" class="rounded-lg mb-4"

                            :rules="rules.name" required :error-messages="serverErrors.name" />

                        <v-select v-model="newCategory.status" :items="[

                            { title: 'Active', value: 'active' },

                            { title: 'Inactive', value: 'inactive' }

                        ]" label="Status" prepend-icon="mdi-toggle-switch" density="comfortable" variant="outlined"

                            color="teal-darken-2" class="rounded-lg mb-4" :rules="rules.status" required

                            :error-messages="serverErrors.status" />

                        <v-file-input v-model="newCategory.image" label="Category Image" prepend-icon="mdi-image"

                            accept="image/\*" density="comfortable" variant="outlined" class="rounded-lg mb-4"

                            color="teal-darken-2" :rules="rules.image" required :error-messages="serverErrors.image" />

                        <v-btn type="submit" color="teal-darken-2" variant="flat" size="large" block

                            :loading="categoryStore.loading" class="mt-4 rounded-lg" elevation="2">

                            Save Category

                        </v-btn>

                    </v-form>

                </v-card-text>

            </v-card>

        </v-dialog>

        <!-- Edit Category Modal -->

        <v-dialog v-model="showEditModal" max-width="500" persistent transition="dialog-bottom-transition">

            <v-card rounded="xl" elevation="12">

                <v-card-title class="py-4 px-6" style="background: linear-gradient(45deg, #00695c, #00897b)">

                    <v-row align="center">

                        <v-col>

                            <span class="text-h6 font-weight-medium text-white">Edit Category</span>

                        </v-col>

                        <v-col cols="auto">

                            <v-btn icon @click="closeEditModal" variant="text" color="white" class="mt-n1">

                                <v-icon>mdi-close</v-icon>

                            </v-btn>

                        </v-col>

                    </v-row>

                </v-card-title>

                <v-card-text class="pa-6">

                    <v-form ref="addForm" @submit.prevent="submitEditCategory" class="d-flex flex-column gap-4">

                        <v-text-field v-model="newCategory.name" label="Category Name" prepend-icon="mdi-tag"

                            density="comfortable" variant="outlined" color="teal-darken-2" class="rounded-lg mb-4"

                            :rules="rules.name" required :error-messages="serverErrors.name" />

                        <v-select v-model="newCategory.status" :items="[

                            { title: 'Active', value: 'active' },

                            { title: 'Inactive', value: 'inactive' }

                        ]" label="Status" prepend-icon="mdi-toggle-switch" density="comfortable" variant="outlined"

                            color="teal-darken-2" class="rounded-lg mb-4" :rules="rules.status" required

                            :error-messages="serverErrors.status" />

                        <v-file-input v-model="newCategory.image" label="Category Image" prepend-icon="mdi-image"

                            accept="image/\*" density="comfortable" variant="outlined" class="rounded-lg mb-4"

                            color="teal-darken-2" :rules="rules.image" :error-messages="serverErrors.image" />

                        <v-btn type="submit" color="teal-darken-2" variant="flat" size="large" block

                            :loading="categoryStore.loading" class="mt-4 rounded-lg" elevation="2">

                            Update Category

                        </v-btn>

                    </v-form>

                </v-card-text>

            </v-card>

        </v-dialog>

    </v-container>

</template>

<style scoped>

.cursor-pointer {

    cursor: pointer;

}

.gap-4 {

    gap: 1rem;

}

</style>

## **Inside index.js**

{

                path: "category",

                name: "Category",

                component: () => import("@/views/backend/category/Category.vue"),

            },

## **How to use alert message in toastify?**

![](data:image/png;base64,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)

Inside main.js

import 'vue3-toastify/dist/index.css'; // Import default styles

Inside src/utils/toast.js

import { toast } from 'vue3-toastify';

export const showToast = {

    success(message) {

        toast.success(message, {

            icon: '✅',

        });

    },

    error(message) {

        toast.error(message, {

            icon: '❌',

        });

    },

    info(message) {

        toast.info(message, {

            icon: 'ℹ️',

        });

    },

    warning(message) {

        toast.warning(message, {

            icon: '⚠️',

        });

    },

};

Suppose in category.js

import { showToast } from '@/utils/toast'; // Import toast utility

  showToast.success('Product added successfully!'); // Use vue3-toastify

# **CRUD for Multiple page:**

## **Make controller: php artisan make:controller ProductController –api**

class ProductController extends Controller

{

    /\*\*

     \* Display a listing of the resource.

     \*/

    public function index(Request $request)

    {

        $perPage = $request->query('per\_page', 10);

        $search = $request->query('search', '');

        $status = $request->query('status', ''); // New status filter

        $sortBy = $request->query('sort\_by', 'created\_at');

        $sortDirection = $request->query('sort\_direction', 'desc');

        $query = Product::with('category');

        if ($search) {

            $query->where(function ($q) use ($search) {

                $q->where('name', 'like', '%' . $search . '%')

                    ->orWhere('status', 'like', '%' . $search . '%')

                    ->orWhere('price', 'like', '%' . $search . '%');

            });

        }

        if ($status) {

            $query->where('status', $status); // Exact match for status

        }

        $allowedSorts = ['name', 'status', 'updated\_at']; // Updated to include updated\_at

        $sortBy = in\_array($sortBy, $allowedSorts) ? $sortBy : 'updated\_at';

        $sortDirection = in\_array(strtolower($sortDirection), ['asc', 'desc']) ? $sortDirection : 'desc';

        $query->orderBy($sortBy, $sortDirection);

        $products = $query->paginate($perPage);

        return ProductResource::collection($products);

    }

    /\*\*

     \* Store a newly created resource in storage.

     \*/

    public function store(Request $request)

    {

        $validator = Validator::make($request->all(), [

            'name' => 'required|string|max:255',

            'description' => 'required|string|min:10',

            'price' => 'required|numeric|min:0',

            'compare\_price' => 'nullable|numeric|gt:price',

            'is\_featured' => 'required|in:Yes,No',

            'status' => 'required|in:active,inactive',

            'category\_id' => 'required|exists:categories,id',

            'image' => 'required|image|mimes:jpeg,png,jpg,webp|max:2048',

        ], [

            'name.required' => 'The product name is required.',

            'price.numeric' => 'The price must be a number.',

            'compare\_price.gt' => 'The compare price must be greater than the actual price.',

            'image.image' => 'The uploaded file must be an image.',

            'image.max' => 'The image must not be larger than 2MB.',

            'category\_id.exists' => 'The selected category does not exist.',

            'category\_id.required' => 'The category is required.',

        ]);

        if ($validator->fails()) {

            return response()->json([

                'errors' => $validator->errors()

            ], 422);

        }

        $data = $request->all();

        if ($request->hasFile('image')) {

            $data['image'] = $request->file('image')->store('products', 'public');

        }

        $product = Product::create($data);

        return new ProductResource($product);

    }

    /\*\*

     \* Display the specified resource.

     \*/

    public function show(Product $product)

    {

        return new ProductResource($product);

    }

    /\*\*

     \* Update the specified resource in storage.

     \*/

    public function update(Request $request, Product $product)

    {

        $validator = Validator::make($request->all(), [

            'name' => 'required|string|max:255',

            'description' => 'required|string|min:10',

            'price' => 'required|numeric|min:0',

            'compare\_price' => 'nullable|numeric|gt:price',

            'is\_featured' => 'required|in:Yes,No',

            'status' => 'required|in:active,inactive',

            'category\_id' => 'required|exists:categories,id',

            'image' => 'nullable|image|mimes:jpeg,png,jpg,webp|max:2048',

        ], [

            'name.required' => 'The product name is required.',

            'price.numeric' => 'The price must be a number.',

            'compare\_price.gt' => 'The compare price must be greater than the actual price.',

            'image.image' => 'The uploaded file must be an image.',

            'image.max' => 'The image must not be larger than 2MB.',

            'category\_id.exists' => 'The selected category does not exist.',

            'category\_id.required' => 'The category is required.',

        ]);

        if ($validator->fails()) {

            return response()->json([

                'message' => 'Validation errors',

                'errors' => $validator->errors()

            ], 422);

        }

        // Prepare data for update, including all validated fields

        $data = $request->only([

            'name',

            'description',

            'price',

            'compare\_price',

            'is\_featured',

            'status',

            'category\_id'

        ]);

        // Handle image upload

        if ($request->hasFile('image')) {

            // Delete old image if exists

            if ($product->image && Storage::disk('public')->exists($product->image)) {

                Storage::disk('public')->delete($product->image);

            }

            // Store new image

            $data['image'] = $request->file('image')->store('products', 'public');

        }

        // Update the product with all data

        $product->update($data);

        return (new ProductResource($product))->response()->setStatusCode(200);

    }

    /\*\*

     \* Remove the specified resource from storage.

     \*/

    public function destroy(Product $product)

    {

        try {

            // Delete image if exists

            if ($product->image && Storage::disk('public')->exists($product->image)) {

                Storage::disk('public')->delete($product->image);

            }

            // Delete product

            $product->delete();

            return response()->json([

                'message' => 'Product deleted successfully.'

            ], 200);

        } catch (Exception $e) {

            return response()->json([

                'message' => 'Failed to delete the product.',

                'error' => $e->getMessage(),

            ], 500);

        }

    }

}

Inside ProductResource:

 public function toArray(Request $request): array

    {

        return [

            'id' => $this->id,

            'slug' => $this->slug,

            'name' => $this->name,

            'status' => $this->status,

            'image' => $this->image ? asset('storage/' . $this->image) : null,

            'description' => $this->description,

            'price' => $this->price,

            'compare\_price' => $this->compare\_price ?? 'N/A',

            'is\_featured' => $this->is\_featured,

            'category' => $this->category->name,

            'category\_id' => $this->category\_id,

            'created\_at' => $this->created\_at->diffForHumans(),

            'updated\_at' => $this->updated\_at->toDateTimeString(),

        ];

    }

Inside ActiveCategoryResource

public function toArray(Request $request): array

    {

        return [

            'id' => $this->id,

            'title' => $this->name,

            'value' => $this->id,

            'status' => $this->status,

        ];

    }

Inside Product Model:

// use slug instead of id

    public function getRouteKeyName()

    {

        return 'slug';

    }

Inside api.php

// products

    Route::apiResource('products', ProductController::class);

## **Inside src/stores/product.js:**

import { defineStore } from 'pinia';

import { ref } from 'vue';

import api from '@/axios';

import { showToast } from '@/utils/toast'; // Import toast utility

export const useProductStore = defineStore('product', () => {

    // ========= State =========

    const products = ref([]); // List of products

    const currentProduct = ref(null); // Single product for view/edit

    const productErrors = ref({}); // Field-specific errors

    const loading = ref(false); // Loading state

    const pagination = ref({}); // Pagination metadata

    // ======= Fetch all products (GET /api/products) =======

    const fetchProducts = async (page = 1, perPage = 10, search = '', sortBy = 'created\_at', sortDirection = 'desc', status = '') => {

        try {

            loading.value = true;

            const params = {

                page,

                per\_page: perPage,

                sort\_by: sortBy,

                sort\_direction: sortDirection,

            };

            if (search) params.search = encodeURIComponent(search);

            if (status) params.status = encodeURIComponent(status);

            const response = await api.get('/products', { params });

            console.log('Fetch Products Response:', response.data);

            products.value = response.data.data || [];

            pagination.value = {

                total: response.data.meta?.total || 0,

                current\_page: response.data.meta?.current\_page || 1,

                last\_page: response.data.meta?.last\_page || 1,

                per\_page: response.data.meta?.per\_page || perPage,

            };

            return response.data;

        } catch (error) {

            console.error('Fetch Products Error:', error.response?.data || error.message);

            products.value = [];

            pagination.value = { total: 0, current\_page: 1, last\_page: 1, per\_page: perPage };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Fetch a single product (GET /api/products/{slug}) =======

    const fetchProduct = async (slug) => {

        try {

            loading.value = true;

            const response = await api.get(`/products/${slug}`);

            currentProduct.value = response.data.data;

            return response;

        } catch (error) {

            console.error('Fetch Product Error:', error.response?.data || error.message);

            productErrors.value = error.response?.data?.errors || { general: ['Product not found'] };

            currentProduct.value = null;

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Store a new product (POST /api/products) =======

    const storeProduct = async (formData) => {

        loading.value = true;

        productErrors.value = {};

        try {

            const response = await api.post('/products', formData, {

                headers: { 'Content-Type': 'multipart/form-data' },

            });

            showToast.success('Product added successfully!');

        } catch (error) {

            const errorMsg = error.response?.data?.message || error.message;

            console.error('Store Product Error:', errorMsg);

            productErrors.value = error.response?.data?.errors || { general: [errorMsg] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Update an existing product (PUT /api/products/{id}) =======

    const updateProduct = async (slug, formData) => {

        try {

            loading.value = true;

            productErrors.value = {};

            formData.append('\_method', 'PUT'); // Now works because formData is a FormData instance

            const response = await api.post(`/products/${slug}`, formData, {

                headers: { 'Content-Type': 'multipart/form-data' },

            });

            showToast.success('Product updated successfully!');

        } catch (error) {

            console.error('Update Product Error:', error.response?.data || error.message);

            productErrors.value = error.response?.data?.errors || { general: ['Failed to update product'] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Delete a product (DELETE /api/products/{id}) =======

    const deleteProduct = async (slug) => {

        try {

            loading.value = true;

            await api.delete(`/products/${slug}`);

            products.value = products.value.filter(prod => prod.slug !== slug);

            if (currentProduct.value?.slug === slug) currentProduct.value = null;

            showToast.success('Product deleted successfully!'); // Use vue3-toastify

            return;

        } catch (error) {

            console.error('Delete Product Error:', error.response?.data || error.message);

            productErrors.value = error.response?.data?.errors || { general: ['Failed to delete product'] };

            throw error;

        } finally {

            loading.value = false;

        }

    };

    // ======= Reset errors =======

    const resetErrors = () => {

        productErrors.value = {};

    };

    // ======= Return state and actions =======

    return {

        products,

        currentProduct,

        productErrors,

        loading,

        pagination,

        fetchProducts,

        fetchProduct,

        storeProduct,

        updateProduct,

        deleteProduct,

        resetErrors,

    };

});

Inside Category.js add below code:

// Fetch active categories (GET /api/categories/active)

    const fetchActiveCategories = async () => {

        try {

            loading.value = true;

            const response = await api.get('/category/active');

            activeCategories.value = response.data.data || [];

        } catch (error) {

            console.error('Fetch Active Categories Error:', error.response?.data || error.message);

            activeCategories.value = [];

            throw error;

        } finally {

            loading.value = false;

        }

    };

Inside Product.vue

<script setup>

import { ref, onMounted, watch } from 'vue';

import { useProductStore } from '@/stores/product'; // Adjust the path to your store

import debounce from 'lodash/debounce';

import { headers } from './utils';

// Pinia store

const productStore = useProductStore();

const itemsPerPage = ref(10);

const sortBy = ref([{ key: 'created\_at', order: 'desc' }]);

const statusFilter = ref('');

const selectedImage = ref(null); // For modal image display

const dialog = ref(false); // Modal visibility

const deleteDialog = ref(false); // Delete confirmation dialog

const productToDelete = ref(null); // Track product to delete

const search = ref(''); // Search term

// Debounced load function

const loadItems = debounce(async (options) => {

    const page = options.page || 1;

    const perPage = options.itemsPerPage || itemsPerPage.value;

    const sort = options.sortBy?.[0] || { key: 'created\_at', order: 'desc' };

    try {

        await productStore.fetchProducts(

            page,

            perPage,

            search.value,

            sort.key,

            sort.order,

            statusFilter.value

        );

    } catch (error) {

        console.error('Failed to load products:', error);

    }

}, 300);

// Initial load

onMounted(() => {

    loadItems({ page: 1, itemsPerPage: itemsPerPage.value, sortBy: sortBy.value });

});

// Watch for search changes

watch([search, statusFilter], () => {

    loadItems({ page: 1, itemsPerPage: itemsPerPage.value, sortBy: sortBy.value });

});

// Status chip color

const getStatusColor = (status) => {

    return status === 'active' ? 'green' : 'grey';

};

// Open image modal

const openImageModal = (imageUrl) => {

    selectedImage.value = imageUrl;

    dialog.value = true;

};

// Show delete confirmation

const confirmDelete = (product) => {

    productToDelete.value = product;

    deleteDialog.value = true;

};

// Delete product

const deleteProduct = async () => {

    try {

        await productStore.deleteProduct(productToDelete.value.slug);

        deleteDialog.value = false;

        productToDelete.value = null;

    } catch (error) {

        console.error('Failed to delete product:', error);

    }

};

</script>

<template>

    <v-container class="py-6">

        <!-- Filters and Search -->

        <v-card class="pa-6 mb-6 rounded-xl elevation-3">

            <v-row justify="space-between" no-gutters>

                <v-col cols="12" sm="6" md="4" class="pa-2">

                    <v-text-field v-model="search" label="Search Products" prepend-inner-icon="mdi-magnify"

                        variant="outlined" clearable density="comfortable" class="rounded-lg" bg-color="white" flat />

                </v-col>

                <v-col cols="12" sm="6" md="4" class="pa-2">

                    <v-select v-model="statusFilter" :items="[

                        { title: 'All', value: '' },

                        { title: 'Active', value: 'active' },

                        { title: 'Inactive', value: 'inactive' }

                    ]" label="Filter by Status" prepend-inner-icon="mdi-filter" variant="outlined"

                        density="comfortable" class="rounded-lg" bg-color="white" flat clearable />

                </v-col>

                <v-col cols="12" sm="6" md="4" class="pa-2 text-right mt-2">

                    <router-link :to="{ name: 'AddProduct' }" class="text-decoration-none">

                        <v-btn color="teal-darken-2" class="rounded-lg px-6" elevation="2">

                            <v-icon left class="mr-2">mdi-plus</v-icon>

                            Add Product

                        </v-btn>

                    </router-link>

                </v-col>

            </v-row>

        </v-card>

        <!-- Data Table Server -->

        <v-card class="rounded-lg elevation-2">

            <v-data-table-server v-model:items-per-page="itemsPerPage" :headers="headers" :items="productStore.products"

                :items-length="productStore.pagination.total || 0" :loading="productStore.loading" item-value="id"

                v-model:sort-by="sortBy" :items-per-page-options="[5, 10, 20, 50]" @update:options="loadItems"

                height="550" fixed-header>

                <!-- S:N column -->

                <template v-slot:item.sn="{ index }">

                    {{ (productStore.pagination.current\_page - 1) \* itemsPerPage + index + 1 }}

                </template>

                <!-- Image column -->

                <template v-slot:item.image="{ item }">

                    <v-img v-if="item.image" :src="item.image" height="40" width="40"

                        class="my-2 rounded-lg cursor-pointer" @click="openImageModal(item.image)" />

                    <span v-else>No Image</span>

                </template>

                <!-- Status column -->

                <template v-slot:item.status="{ item }">

                    <v-chip :color="getStatusColor(item.status)" small class="text-uppercase font-weight-bold">

                        {{ item.status }}

                    </v-chip>

                </template>

                <!-- Actions column -->

                <template v-slot:item.actions="{ item }">

                    <router-link :to="{ name: 'EditProduct', params: { slug: item.slug } }">

                        <v-btn icon color="warning" size="small">

                            <v-icon>mdi-pencil</v-icon>

                        </v-btn>

                    </router-link>

                    <v-btn icon color="red-darken-2" size="small" class="ms-2" @click="confirmDelete(item)">

                        <v-icon>mdi-delete</v-icon>

                    </v-btn>

                </template>

            </v-data-table-server>

        </v-card>

        <!-- Image Modal -->

        <v-dialog v-model="dialog" max-width="500">

            <v-card class="rounded-lg elevation-3">

                <v-card-title class="d-flex align-center" style="background: linear-gradient(45deg, #00695c, #00897b)">

                    <span class="text-h6 font-weight-bold text-white">Product Image</span>

                    <v-spacer />

                    <v-btn icon @click="dialog = false" variant="plain">

                        <v-icon color="white">mdi-close</v-icon>

                    </v-btn>

                </v-card-title>

                <v-card-text class="text-center py-4">

                    <v-img :src="selectedImage" max-height="400" contain class="mx-auto rounded-lg" />

                </v-card-text>

            </v-card>

        </v-dialog>

        <!-- Delete Confirmation Dialog -->

        <v-dialog v-model="deleteDialog" max-width="400px">

            <v-card class="rounded-lg elevation-4">

                <v-card-title class="text-h6 font-weight-bold pa-4"

                    style="background: linear-gradient(45deg, #d32f2f, #f44336); color: white;">

                    <v-icon color="white" class="mr-2">mdi-alert-circle</v-icon>

                    Confirm Deletion

                </v-card-title>

                <v-card-text class="pa-6 text-body-1 text-grey-darken-2">

                    Are you sure you want to delete the product "<strong>{{ productToDelete?.name }}</strong>"? This

                    action

                    cannot be undone.

                </v-card-text>

                <v-card-actions class="pa-4">

                    <v-spacer />

                    <v-btn color="grey-darken-1" variant="outlined" class="rounded-md" @click="deleteDialog = false">

                        Cancel

                    </v-btn>

                    <v-btn color="red-darken-2" variant="flat" class="rounded-md ml-2" @click="deleteProduct">

                        <v-icon left>mdi-delete</v-icon>

                        Delete

                    </v-btn>

                </v-card-actions>

            </v-card>

        </v-dialog>

    </v-container>

</template>

<style scoped>

.cursor-pointer {

    cursor: pointer;

}

</style>

Inside AddProduct.vue

<script setup>

import { ref, onMounted } from 'vue';

import { useProductStore } from '@/stores/product'; // Adjust the path to your store

import { useRouter } from 'vue-router';

import { useCategoryStore } from '@/stores/category'; // Adjust path

// Pinia store and router

const productStore = useProductStore();

const categoryStore = useCategoryStore();

const router = useRouter();

// Form data

const form = ref({

    name: '',

    description: '',

    price: '',

    compare\_price: '',

    is\_featured: 'No',

    status: 'active',

    category\_id: '',

    image: null,

});

// Validation rules

const rules = {

    name: [

        v => !!v || 'Product name is required',

        v => (v && v.length <= 255) || 'Name must be less than 255 characters',

    ],

    description: [

        v => !!v || 'Description is required',

        v => (v && v.length >= 10) || 'Description must be at least 10 characters',

    ],

    price: [

        v => !!v || 'Price is required',

        v => (!isNaN(v) && v >= 0) || 'Price must be a positive number',

    ],

    compare\_price: [

        v => (!v || (!isNaN(v) && Number(v) > Number(form.value.price)) || 'Compare price must be greater than price')],

    is\_featured: [v => !!v || 'Featured status is required'],

    status: [v => !!v || 'Status is required'],

    category\_id: [v => !!v || 'Category is required'],

    image: [v => !!v || 'Image is required'],

};

// Form reference for validation

const formRef = ref(null);

// Error messages from backend

const backendErrors = ref({});

// Fetch active categories on mount

onMounted(async () => {

    try {

        await categoryStore.fetchActiveCategories();

    } catch (error) {

        console.error('Failed to fetch active categories:', error);

    }

});

// Handle file input

const onFileChange = (event) => {

    form.value.image = event.target.files[0];

};

// Submit form

const submitForm = async () => {

    const { valid } = await formRef.value.validate();

    if (!valid) return;

    try {

        backendErrors.value = {}; // Clear previous errors

        await productStore.storeProduct(form.value);

        router.push({ name: 'Product' }); // Redirect to product list page

    } catch (error) {

        backendErrors.value = error.response?.data?.errors || { general: ['Failed to add product'] };

    }

};

// Reset form

const resetForm = () => {

    form.value = {

        name: '',

        description: '',

        price: '',

        compare\_price: '',

        is\_featured: 'No',

        status: 'active',

        category\_id: '',

        image: null,

    };

    backendErrors.value = {};

    formRef.value.resetValidation();

};

</script>

<template>

    <v-container fluid class="mt-3">

        <v-row justify="center">

            <v-col cols="12">

                <v-card class="pa-6 rounded-xl elevation-4">

                    <v-card-title class="text-h5 font-weight-bold teal-darken-2">

                        <v-icon left size="large" class="mr-2">mdi-package-variant-closed</v-icon>

                        Add New Product

                    </v-card-title>

                    <v-card-text>

                        <!-- General error from backend -->

                        <v-alert v-if="backendErrors.general" type="error" variant="tonal" class="mb-4 rounded-lg">

                            {{ backendErrors.general[0] }}

                        </v-alert>

                        <v-form ref="formRef" @submit.prevent="submitForm">

                            <!-- Product Name -->

                            <v-text-field v-model="form.name" label="Product Name" prepend-inner-icon="mdi-label"

                                variant="outlined" :rules="rules.name" :error-messages="backendErrors.name"

                                class="rounded-lg mb-4" bg-color="white" />

                            <!-- Product Description -->

                            <v-textarea v-model="form.description" label="Description" prepend-inner-icon="mdi-text"

                                variant="outlined" :rules="rules.description"

                                :error-messages="backendErrors.description" class="rounded-lg mb-4" bg-color="white" />

                            <v-row>

                                <v-col cols="12" sm="6">

                                    <!-- Product Price -->

                                    <v-text-field v-model="form.price" label="Price"

                                        prepend-inner-icon="mdi-currency-usd" variant="outlined" type="number"

                                        :rules="rules.price" :error-messages="backendErrors.price"

                                        class="rounded-lg mb-4" bg-color="white" />

                                </v-col>

                                <v-col cols="12" sm="6">

                                    <!-- Product Compared Price -->

                                    <v-text-field v-model="form.compare\_price" label="Compare Price"

                                        prepend-inner-icon="mdi-currency-usd" variant="outlined" type="number"

                                        :rules="rules.compare\_price" :error-messages="backendErrors.compare\_price"

                                        class="rounded-lg mb-4" bg-color="white" />

                                </v-col>

                            </v-row>

                            <!-- Product Is Featured Yes/No -->

                            <v-select v-model="form.is\_featured" :items="['Yes', 'No']" label="Is Featured"

                                prepend-inner-icon="mdi-star" variant="outlined" :rules="rules.is\_featured"

                                :error-messages="backendErrors.is\_featured" class="rounded-lg mb-4" bg-color="white" />

                            <!-- Product Status -->

                            <v-select v-model="form.status" :items="['active', 'inactive']" label="Status"

                                prepend-inner-icon="mdi-toggle-switch" variant="outlined" :rules="rules.status"

                                :error-messages="backendErrors.status" class="rounded-lg mb-4" bg-color="white" />

                            <!-- Product Select Category -->

                            <v-select label="Category" v-model="form.category\_id"

                                :items="categoryStore.activeCategories" prepend-inner-icon="mdi-shape"

                                variant="outlined" :rules="rules.category\_id"

                                :error-messages="backendErrors.category\_id" class="rounded-lg mb-4"

                                :loading="categoryStore.loading" />

                            <!-- Product Image -->

                            <v-file-input v-model="form.image" label="Product Image" prepend-inner-icon="mdi-camera"

                                variant="outlined" accept="image/jpeg,image/png,image/jpg,image/webp"

                                :rules="rules.image" :error-messages="backendErrors.image" class="rounded-lg mb-4"

                                bg-color="white" @change="onFileChange" />

                            <v-row justify="end">

                                <!-- Reset Form -->

                                <v-btn color="grey-darken-1" variant="outlined" class="rounded-lg mr-4"

                                    @click="resetForm">

                                    <v-icon left class="mr-2">mdi-undo</v-icon>

                                    Reset

                                </v-btn>

                                <!-- Submit Form -->

                                <v-btn color="teal-darken-2" variant="flat" class="rounded-lg" type="submit"

                                    :loading="productStore.loading">

                                    <v-icon left class="mr-2">mdi-content-save</v-icon>

                                    Save Product

                                </v-btn>

                            </v-row>

                        </v-form>

                    </v-card-text>

                </v-card>

            </v-col>

        </v-row>

    </v-container>

</template>

Inside EditProduct.vue

<script setup>

import { ref, onMounted } from 'vue';

import { useProductStore } from '@/stores/product'; // Adjust path to your store

import { useCategoryStore } from '@/stores/category'; // Adjust path

import { useRouter, useRoute } from 'vue-router';

// Pinia stores and router

const productStore = useProductStore();

const categoryStore = useCategoryStore();

const router = useRouter();

const route = useRoute();

// Form data

const form = ref({

    name: '',

    description: '',

    price: '',

    compare\_price: '',

    is\_featured: 'No',

    status: 'active',

    category\_id: '',

    image: null,

});

// Validation rules (same as AddProduct.vue)

const rules = {

    name: [

        v => !!v || 'Product name is required',

        v => (v && v.length <= 255) || 'Name must be less than 255 characters',

    ],

    description: [

        v => !!v || 'Description is required',

        v => (v && v.length >= 10) || 'Description must be at least 10 characters',

    ],

    price: [

        v => !!v || 'Price is required',

        v => (!isNaN(v) && v >= 0) || 'Price must be a positive number',

    ],

    compare\_price: [

        v => (!v || (!isNaN(v) && Number(v) > Number(form.value.price)) || 'Compare price must be greater than price')],

    is\_featured: [v => !!v || 'Featured status is required'],

    status: [v => !!v || 'Status is required'],

    category\_id: [v => !!v || 'Category is required'],

    image: [v => !form.value.image || !!v || 'Image is required'], // Optional for updates

};

// Form reference for validation

const formRef = ref(null);

// Error messages from backend

const backendErrors = ref({});

// Fetch product and categories on mount

onMounted(async () => {

    try {

        // Fetch active categories

        await categoryStore.fetchActiveCategories();

        // Fetch product details using slug from route

        const slug = route.params.slug;

        await productStore.fetchProduct(slug);

        // Populate form with existing product data

        const product = productStore.currentProduct;

        if (product) {

            form.value = {

                name: product.name,

                description: product.description,

                price: product.price,

                compare\_price: product.compare\_price || '',

                is\_featured: product.is\_featured,

                status: product.status,

                category\_id: product.category\_id,

                image: null, // Image is not pre-filled; user can upload a new one

            };

        }

    } catch (error) {

        console.error('Failed to load data:', error);

    }

});

// Handle file input

const onFileChange = (event) => {

    form.value.image = event.target.files[0];

};

// Submit form to update product

const submitForm = async () => {

    const { valid } = await formRef.value.validate();

    if (!valid) return;

    try {

        backendErrors.value = {}; // Clear previous errors

        const slug = route.params.slug;

        // Create FormData instance

        const formData = new FormData();

        formData.append('name', form.value.name);

        formData.append('description', form.value.description);

        formData.append('price', form.value.price);

        if (form.value.compare\_price) formData.append('compare\_price', form.value.compare\_price);

        formData.append('is\_featured', form.value.is\_featured);

        formData.append('status', form.value.status);

        formData.append('category\_id', form.value.category\_id);

        if (form.value.image) formData.append('image', form.value.image); // Append image only if provided

        await productStore.updateProduct(slug, formData);

        router.push({ name: 'Product' }); // Redirect to product list page

    } catch (error) {

        backendErrors.value = error.response?.data?.errors || { general: ['Failed to update product'] };

    }

};

// Reset form to original product data

const resetForm = () => {

    const product = productStore.currentProduct;

    if (product) {

        form.value = {

            name: product.name,

            description: product.description,

            price: product.price,

            compare\_price: product.compare\_price || '',

            is\_featured: product.is\_featured,

            status: product.status,

            category\_id: product.category\_id,

            image: null,

        };

    }

    backendErrors.value = {};

    formRef.value.resetValidation();

};

</script>

<template>

    <v-container fluid class="mt-3">

        <v-row justify="center">

            <v-col cols="12">

                <v-card class="pa-6 rounded-xl elevation-4">

                    <v-card-title class="text-h5 font-weight-bold teal-darken-2">

                        <v-icon left size="large" class="mr-2">mdi-package-variant-closed</v-icon>

                        Edit Product

                    </v-card-title>

                    <v-card-text>

                        <!-- General error from backend -->

                        <v-alert v-if="backendErrors.general" type="error" variant="tonal" class="mb-4 rounded-lg">

                            {{ backendErrors.general[0] }}

                        </v-alert>

                        <v-form ref="formRef" @submit.prevent="submitForm">

                            <!-- Product Name -->

                            <v-text-field v-model="form.name" label="Product Name" prepend-inner-icon="mdi-label"

                                variant="outlined" :rules="rules.name" :error-messages="backendErrors.name"

                                class="rounded-lg mb-4" bg-color="white" />

                            <!-- Product Description -->

                            <v-textarea v-model="form.description" label="Description" prepend-inner-icon="mdi-text"

                                variant="outlined" :rules="rules.description"

                                :error-messages="backendErrors.description" class="rounded-lg mb-4" bg-color="white" />

                            <v-row>

                                <v-col cols="12" sm="6">

                                    <!-- Product Price -->

                                    <v-text-field v-model="form.price" label="Price"

                                        prepend-inner-icon="mdi-currency-usd" variant="outlined" type="number"

                                        :rules="rules.price" :error-messages="backendErrors.price"

                                        class="rounded-lg mb-4" bg-color="white" />

                                </v-col>

                                <v-col cols="12" sm="6">

                                    <!-- Product Compared Price -->

                                    <v-text-field v-model="form.compare\_price" label="Compare Price"

                                        prepend-inner-icon="mdi-currency-usd" variant="outlined" type="number"

                                        :rules="rules.compare\_price" :error-messages="backendErrors.compare\_price"

                                        class="rounded-lg mb-4" bg-color="white" />

                                </v-col>

                            </v-row>

                            <!-- Product Is Featured Yes/No -->

                            <v-select v-model="form.is\_featured" :items="['Yes', 'No']" label="Is Featured"

                                prepend-inner-icon="mdi-star" variant="outlined" :rules="rules.is\_featured"

                                :error-messages="backendErrors.is\_featured" class="rounded-lg mb-4" bg-color="white" />

                            <!-- Product Status -->

                            <v-select v-model="form.status" :items="['active', 'inactive']" label="Status"

                                prepend-inner-icon="mdi-toggle-switch" variant="outlined" :rules="rules.status"

                                :error-messages="backendErrors.status" class="rounded-lg mb-4" bg-color="white" />

                            <!-- Product Select Category -->

                            <v-select label="Category" v-model="form.category\_id"

                                :items="categoryStore.activeCategories" prepend-inner-icon="mdi-shape"

                                variant="outlined" :rules="rules.category\_id"

                                :error-messages="backendErrors.category\_id" class="rounded-lg mb-4"

                                :loading="categoryStore.loading" />

                            <!-- Product Image -->

                            <v-file-input v-model="form.image" label="Product Image" prepend-inner-icon="mdi-camera"

                                variant="outlined" accept="image/jpeg,image/png,image/jpg,image/webp"

                                :rules="rules.image" :error-messages="backendErrors.image" class="rounded-lg mb-4"

                                bg-color="white" @change="onFileChange" />

                            <v-row justify="end">

                                <!-- Reset Form -->

                                <v-btn color="grey-darken-1" variant="outlined" class="rounded-lg mr-4"

                                    @click="resetForm">

                                    <v-icon left class="mr-2">mdi-undo</v-icon>

                                    Reset

                                </v-btn>

                                <!-- Submit Form -->

                                <v-btn color="teal-darken-2" variant="flat" class="rounded-lg" type="submit"

                                    :loading="productStore.loading">

                                    <v-icon left class="mr-2">mdi-content-save</v-icon>

                                    Update Product

                                </v-btn>

                            </v-row>

                        </v-form>

                    </v-card-text>

                </v-card>

            </v-col>

        </v-row>

    </v-container>

</template>

Inside index.js

 {

                path: 'product',

                name: 'Product',

                component: () => import('@/views/backend/products/Product.vue'),

            },

            {

                path: 'product/add',

                name: 'AddProduct',

                component: () => import('@/views/backend/products/AddProduct.vue'),

            },

            {

                path: 'product/edit/:slug',

                name: 'EditProduct',

                component: () => import('@/views/backend/products/EditProduct.vue'),

            },